**Working with CSV Files and JSON Data**

In [Chapter 13](https://automatetheboringstuff.com/chapter13), you learned how to extract text from PDF and Word documents. These files were in a binary format, which required special Python modules to access their data. CSV and JSON files, on the other hand, are just plaintext files. You can view them in a text editor, such as IDLE’s file editor. But Python also comes with the special csv and json modules, each providing functions to help you work with these file formats.

CSV stands for “comma-separated values,” and CSV files are simplified spreadsheets stored as plaintext files. Python’s csv module makes it easy to parse CSV files.

JSON (pronounced “JAY-sawn” or “Jason”—it doesn’t matter how because either way people will say you’re pronouncing it wrong) is a format that stores information as JavaScript source code in plaintext files.

(JSON is short for JavaScript Object Notation.) You don’t need to know the JavaScript programming language to use JSON files, but the JSON format is useful to know because it’s used in many web applications.

**The CSV Module**

Each line in a CSV file represents a row in the spreadsheet, and commas separate the cells in the row. For example, the spreadsheet *example.xlsx* from [*http://nostarch.com/automatestuff/*](http://nostarch.com/automatestuff/) would look like this in a CSV file:

4/5/2015 13:34,Apples,73

4/5/2015 3:41,Cherries,85

4/6/2015 12:46,Pears,14

4/8/2015 8:59,Oranges,52

4/10/2015 2:07,Apples,152

4/10/2015 18:10,Bananas,23

4/10/2015 2:40,Strawberries,98

I will use this file for this chapter’s interactive shell examples. You can download *example.csv* from [*http://nostarch.com/automatestuff/*](http://nostarch.com/automatestuff/) or enter the text into a text editor and save it as *example.csv*.

CSV files are simple, lacking many of the features of an Excel spreadsheet. For example, CSV files

* Don’t have types for their values—everything is a string
* Don’t have settings for font size or color
* Don’t have multiple worksheets
* Can’t specify cell widths and heights
* Can’t have merged cells
* Can’t have images or charts embedded in them

The advantage of CSV files is simplicity. CSV files are widely supported by many types of programs, can be viewed in text editors (including IDLE’s file editor), and are a straightforward way to represent spreadsheet data. The CSV format is exactly as advertised: It’s just a text file of comma-separated values.

Since CSV files are just text files, you might be tempted to read them in as a string and then process that string using the techniques you learned in [Chapter 8](https://automatetheboringstuff.com/chapter8). For example, since each cell in a CSV file is separated by a comma, maybe you could just call the split() method on each line of text to get the values. But not every comma in a CSV file represents the boundary between two cells. CSV files also have their own set of escape characters to allow commas and other characters to be included *as part of the values*. The split() method doesn’t handle these escape characters. Because of these potential pitfalls, you should always use the csv module for reading and writing CSV files.

**Reader Objects**

To read data from a CSV file with the csv module, you need to create a Reader object. A Reader object lets you iterate over lines in the CSV file. Enter the following into the interactive shell, with *example.csv* in the current working directory:

➊ >>> **import csv**

➋ >>> **exampleFile = open('example.csv')**

➌ >>> **exampleReader = csv.reader(exampleFile)**

➍ >>> **exampleData = list(exampleReader)**

➍ >>> **exampleData**

[['4/5/2015 13:34', 'Apples', '73'], ['4/5/2015 3:41', 'Cherries', '85'],

['4/6/2015 12:46', 'Pears', '14'], ['4/8/2015 8:59', 'Oranges', '52'],

['4/10/2015 2:07', 'Apples', '152'], ['4/10/2015 18:10', 'Bananas', '23'],

['4/10/2015 2:40', 'Strawberries', '98']]

The csv module comes with Python, so we can import it ➊ without having to install it first.

To read a CSV file with the csv module, first open it using the open() function ➋, just as you would any other text file. But instead of calling the read() or readlines() method on the File object that open() returns, pass it to the csv.reader() function ➌. This will return a Reader object for you to use. Note that you don’t pass a filename string directly to the csv.reader() function.

The most direct way to access the values in the Reader object is to convert it to a plain Python list by passing it to list() ➍. Using list() on this Reader object returns a list of lists, which you can store in a variable like exampleData. Entering exampleData in the shell displays the list of lists ➎.

Now that you have the CSV file as a list of lists, you can access the value at a particular row and column with the expression exampleData[row][col], where row is the index of one of the lists in exampleData, and col is the index of the item you want from that list. Enter the following into the interactive shell:

>>> **exampleData[0][0]**

'4/5/2015 13:34'

>>> **exampleData[0][1]**

'Apples'

>>> **exampleData[0][2]**

'73'

>>> **exampleData[1][1]**

'Cherries'

>>> **exampleData[6][1]**

'Strawberries'

exampleData[0][0] goes into the first list and gives us the first string, exampleData[0][2] goes into the first list and gives us the third string, and so on.

**Reading Data from Reader Objects in a for Loop**

For large CSV files, you’ll want to use the Reader object in a for loop. This avoids loading the entire file into memory at once. For example, enter the following into the interactive shell:

>>> **import csv**

>>> **exampleFile = open('example.csv')**

>>> **exampleReader = csv.reader(exampleFile)**

>>> **for row in exampleReader:**

**print('Row #' + str(exampleReader.line\_num) + ' ' + str(row))**

Row #1 ['4/5/2015 13:34', 'Apples', '73']

Row #2 ['4/5/2015 3:41', 'Cherries', '85']

Row #3 ['4/6/2015 12:46', 'Pears', '14']

Row #4 ['4/8/2015 8:59', 'Oranges', '52']

Row #5 ['4/10/2015 2:07', 'Apples', '152']

Row #6 ['4/10/2015 18:10', 'Bananas', '23']

Row #7 ['4/10/2015 2:40', 'Strawberries', '98']

After you import the csv module and make a Reader object from the CSV file, you can loop through the rows in the Reader object. Each row is a list of values, with each value representing a cell.

The print() function call prints the number of the current row and the contents of the row. To get the row number, use the Reader object’s line\_num variable, which contains the number of the current line.

The Reader object can be looped over only once. To reread the CSV file, you must call csv.reader to create a Reader object.

**Writer Objects**

A Writer object lets you write data to a CSV file. To create a Writer object, you use the csv.writer() function. Enter the following into the interactive shell:

>>> **import csv**

➊ >>> **outputFile = open('output.csv', 'w', newline='')**

➋ >>> **outputWriter = csv.writer(outputFile)**

>>> **outputWriter.writerow(['spam', 'eggs', 'bacon', 'ham'])**

21

>>> **outputWriter.writerow(['Hello, world!', 'eggs', 'bacon', 'ham'])**

32

>>> **outputWriter.writerow([1, 2, 3.141592, 4])**

16

>>> **outputFile.close()**

First, call open() and pass it 'w' to open a file in write mode ➊. This will create the object you can then pass to csv.writer() ➋ to create a Writer object.

On Windows, you’ll also need to pass a blank string for the open() function’s newline keyword argument. For technical reasons beyond the scope of this book, if you forget to set the newline argument, the rows in *output.csv* will be double-spaced, as shown in [Figure 14-1](https://automatetheboringstuff.com/chapter14/#calibre_link-109).

![If you forget the newline='' keyword argument in open(), the CSV file will be double-spaced.](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAm0AAAErCAIAAAADgCMFAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAABGdBTUEAALGOfPtRkwAAACBjSFJNAAB6JQAAgIMAAPn/AACA6QAAdTAAAOpgAAA6mAAAF2+SX8VGAACREUlEQVR42mJiwAEYGRnRyAEHyM6gupNwGYjHIjQp6jqJDNNo6p5BCOjmX5JMpmkqJZhVBzD5DZJkMMxS9eDxJj0T81BJBnBLAQJQVm03EMMgTKruo2t0i+6cYTJJRkhz6JCiyBg31w+UUsLLhn7O82yt1VpNdRxH790O13Xd911KGWO4qR/gdbpb9SbNz/g99IrJ53noHvTrLleHqx8RPdNEA/p4rJjSTAy8xep0oKwuygNaFFhSzeo/oxeYwXXoAxRIU3XE59nw3QcLsv0L3MguKJzWQosFrHVPhE+KSJSUcqB/JW3EMWNgRp6MBjCSGjJNdY1y1tjJKBpu/ZShI3IWZjoQ7bxgYOxDptFLYHODvS43Ol+UBrqcOCliQESfIxv3F1dcvJAVnQ664WMVm6Pn9vav/ApAebmkUBDCQHCha+9/3CcEQrDT9TKbQYKOmk913GHae9/vxd9aKyXwnBMJHVhMOIJ+hEDeJcBohxIID+honta5pl3ivMmFqgNIoydsiuwYxJhriXnBx3hUH+arJdbWQINA6l1i/s0ozR/dKP/wGCtPXYU4PWtFsUW585JzNfQrCiOdU90IcZwTqoUjK31rrxFve6C/2gnbweFbTLPGcPs7VCnHmUzjzOoJl1itoXVw+sFtFvRw8CSo86tl+CuWMVbQSSNVK7Hd6LmRvmqGOeOO/anokk4/ATgxgxUAYRiGXrzt///XQWGMrnnNdvGgiBoa89Jv90+kaRTTeRxjRENNbGi+aznHZiqYGK64A4RQcqtcLEfcodHzuWdkOvjmq9R6VTkTOrEJEwFb4L15dU0RdKD2Z6oiCvYcJkGr4Wy5SkVmKY5iFKdLmQ6HOQcAL1V6dujtZszkSFVlHuqyib/cj1tWdnYkLDUvDPgWR0n+J+9n0kLxTLuyDrZUkcybfJE+/Go4y0UavA/08jbFfgFIM5ccAGEQiG68/5F6Nk1ISPOAAeLWGK040/n0sUVbDEUgOOfY9mdSiplWGJ0ovCl5mn7+8zC6FUwHacAXI3ZnuLaILdgokYA9Znk0wRHXXW7Pe38gOz4tbdHxpUKKtKB+CDEIOVqcBrd8ppyMhAFjXYcA9+pPCZ+LGgNnEOn8Ua60NW984z0HYSnaWDAPZKIVxEWY+lWrLJLTisvDpiRCXetQ65bEx1aKNXE8c1PbiqJo6bfjrcKPnkZqKNMtFJRMyR5vAK1anVsVEliwtqfxbHG18b4CiAW5yQz3DNxLiYmJNGqHUj7iP3RdMnj8Tl0HA5V9//790qVL169fFxMTExIS4ubmBmoUEBDA1STEMyOIdX6d4CQxrhFdrKPKlAyho2nEOmGB3IkBtkoTEhKGVkRTK6FSN8ETXA8x2AKT7GlOOviLPCto4bAhVyrCQXJyMkAAsSCXMvAmM0SE8s4ikY3Zga0J6B95Qy65EGwUQ9j37t07c+aMsLCwo6MjCwsiacHTFeawNnLTDWvvGblKg3c3sQ6PY21aYnYrcY0TELkYBJcytLEcrL2owV9koEUowaVzRGY0Whcdg7NMxzr1SJLttEgkmNlkYEswrGsjBioSSW1HwhUABBB0fpSZmRlzHAA+9khwZGnwdyIH1uUDG3Q06mSg5cZTp049ePDAwMAA2AdFW3cNr88w1zWg1YhoY6p4RpbwLKUhckkn/kkpPGs78Y9BoXkNvh4BLTcN8mRDsA7A5bbhsQuFWr1G8iotmva28W8ooJZFxI9gERxrpdCnpI6Bk5QM4AoAAogJbhmkAwphENwzMLQSOvHNIhotrBjYoMOaOEj1L9rUOBr79OnTb968MTMz4+LiImZ/DqbhaCskMa1gwLE1E9caE+QZCgZC2/JwrfGGA+SKE1IjIk/Z4tnLhKsjTmQjnQHHGuzhlwGHZaVL9QbrUIlT8loM9Bm9oAUACCAWyMKQz58/I7cFfv36NeyzCtZhQDx7ZIdf5ievpYbWJwOyb968ef/+fQsLC3gFA+97QdQgL/nGXOdCzMI0tKoIa0WCdRoC/zwoAxErRzBrQcgeawj7xYsXQKn3799rampibvshr3GGK2WO1mGjYBQMTgAQQKBx3Y8fP27duhU5t/v7+w+GNi9Na1Bcsyxoi8eGa5lFodfgen/8+HH27FlTU1N4JYo2+orGwAx5rNsJcNVzBBuwBFdCIkcr1rFZtG4lpgK4TysqKh4/fgxRrK6uXldXh7a2CL4YmNR4wbNbeiQ08kbBKBhaACCAQPtevn79eubMGciWecgGBktLyxEyDoNrWQSuuna4DkaRXS4DK1FxcXFOTk5IDQrZ/YIchvCaFXIgA64alAF1RBdNCm4I8qolXJUf5pAvwRlN/FUv1oBauHDh3bt3Z8yYAWS3tbVxcXHBq1j40SXwLUCkxguebSqjXdJRMAoGGwAIIOj8KDDDQ8g/YADhDmMALJXCw8OBft+4cSMDxuTf8ePHgcVfamrqyEkHJO3xh6sEdkaBdYmKigqkeoNUVJgHMkCkIMOhmBtwGQhNBDKiArTOIq61u8gAjxewDv9ibs5Bsxq53wlpgGLW+shVPqnV3qJFi4BabGxsfv36BbEFGHpGRkZwl6xfv3608BoFo2CQAIAAYoLveIHkeUinAe3UheEHTp06tX///uTk5M2bN6ONmwHrVysrKwbUjQrDu0mBq5OKRzFE5ZMnT8TExCC1CHyRGjDxfPjw4c6dO+fPnz937tyDBw/evXvHgHEiDFr9jbzGFdNJuPZ3Y1VJpDcJbqHBdaQDRHzPnj2SkpIiIiLAEOjp6SktLYWbBq9oyYuRR48eVVdXAxMnvBoGVqKRkZGQcWMgAMoGBwdv2LBhtPwaBaNgMACAAGKBlBSsrKzwY5mwFnDDqdoA+mjLli3+/v5JSUmBgYGfP3+GnCQMBEuWLNm0aROw9G9vb2cYGbNQZGwfggcLsMQXEhJC2+4GDM/nz58Du6oQkY8fPwI7VcC6FhLImKc14TkIG3/1huYkgmfqYjYFsK51wnPiMZBRUVEBJG/dugXkfv/+HTKqsXLlSrhR8G4o/tVMuACwyiwpKcnNzZWQkIDYwgAeEodcGgExJy0tbc6cObdv3x4tv0bBKBgMACCAWCA9UWA9+ufPH8ja3WFfbQD9uG3btpqaGlNTU2lp6ZkzZwI7ExDZODDAPGNv2HdJIT61sbHBpebIkSOY9QqwshQVFUWrDr98+QLkQjbAwI/0+/btGy8vL66NK5i1IAOOy0yQF/3iOTkW7QBrtM4rpi1YT/JkwLbbB9jAAkrNnj17x44dQUFBwG4i2ook5EMnSB0tB4KlS5cePHhw7ty569evx+zUwieJ4UedjYJRMAoGHAAEEBNkCJeFhQXY5gWyWcCAvM7K4KwhMFddnjp16vHjx87OzkAve3l5AfumkM4TqUfaDr8uKbCyhPf2ICU4ZMwfuRJFrleAtSM7OztmoPHAADc3N4QBn1DEGiOYJmD2JpFjB+tRz8gzpshSmJ1LZHG0SpfIu4Bu3LgBZAQEBEC4r169unbtGlAWyHj58iWkH4m29xRr4kTz4MOHD8vLy4ENO2CbgwG2qxszTIDd/RcvXqirq4+WX6NgFAwGABCAvWs5ARiEodJ73cgBRHAQd3EpvbqAu3jog4AEk0qvLX1HPxeRPJ/Gl2P61EOSEpve/ep7KUMsyhKBKeccY7TWohE82lrrvZvtL0M1An4StdaZPkM0UEpRFxZdYwz+OEoTwZ2gAXDnyQB5Oo0LVK0vDRDMAwd2IxKFlowk9WwkB6gVxGSqEfcnkkJ5qbRFJ9T9HcBSjAIyN4RA9GxYMQMOrHlKyTnnvf/wPvzx40W4BBC06wmsQRFHHDExYd3nN+R6olin2YA90WPHjk2dOhWixtTUVFVVddeuXfr6+nA18C0cWKvP4b0fBtIrBRbTkKDD7IkiVy3AKvP79++QLil8cQ2wykS+P4eB0AXIDHgvhMJ//S8DWTP6eGYukdcYw1cMwPexwFMUsEcIaSsUFhYCRT58+ODi4gLsku7btw+omJ+fv62tDfMeFUx/IZPAZAmsR+/cuYO/udbQ0ADsDZ88eZKNjW1098soGAWDAQAEEAuk1oRP6sAb0UM9i+Lah3fw4EFgIRgUFIRcbgJF0tPT4QthIJNPmFPFI2QLPNCDwF4psCoFkvibKcAqE74xAx6YrDAAb5EAQxKoDPOGOMzOJZ46D/NKI7Tal9TOGXLPErNeR74ZCvlmxBcvXgC1/PjxQ1NTE+gvYD0KFFyzZs26deuANev8+fPRKmP8tSmyvdu3b3/16hV8yRsEAEMYWCVXVFRAlNXW1vb29p44cUJPT2+08BoFo2CQAIAAYkIebYP3RBmG19Alch9oy5YtycnJkEFLSGUJLJWA5dfevXvR6kvkfRokbQ4ZHmGFpxKFB4KoqOjbt28xw+TPnz9AEthhAnZVgVJALqRawrVlhfi7qdG2x6DdSoT/omPkapLgHWoMqJfPwLUAe5x79uwB2qulpQVMIbKyslJSUpCNPUARYGi8efOGgbi5djR7m5ubkf21cOFCGxubr1+/AitRiLKampqWlpZly5aNVqKjYBQMKgAQQCyY5RSue6CGbpUA9wiwyoR0HZB3JRobGxsYGADr18DAQLQjeEbCwUZYe2mYU3cMGFN6QFJOTu7atWtonTlI6AErgC9fvjDg2NmCaSOuC3UZsJ3oi78jS/y1yWjDFVjXLqHdTH7jxg1IRzwiIiIrKwvYUABKubi4PHv27Pz585WVlUA1c+bMISbB4Dl4EnPEe9GiRa2trcCkGxAQgHkW9CgYBaNgAAFAAEFLB2DZBznGCN7AR2vpD9EqAa143bZtm5iYmJOTE3KJz8LC4u3tDaxHP3/+vHjxYsjM6OrVq+fNmwdkS0hIwA/xHzlVKQO2AVhMtoCAAB8f3/Pnz+GpCM/dJliX7eA5GhDrkl14skS7c57gyjisduHv9aKd7Yd2NS/mzhkG2PJmrFU+wSSK9c44eP++v78fyAgKCoKsBATawsnJeenSpdEibBSMggEHAAHEyMvLC2xHl5WVAfMqMA//BYP09PSSkpLa2tqEhITh5Fus57KSejfnSOgEEDmlBwRv377dtWuXlZUV8h0vcJXwQwnQagvkag/ryQmYx+8xoJ7Jx4DtnjJcFRX++7rResCY/TwINzQ0NC8vb9asWUARd3f36OjoN2/eiIiIYN6KijlcDGTv3buXYG4a7V+OglEwFDseAAEEXab7+/dv+HzhPzCg1mAm5UUDqSYQXCSJR4TC4bhh1iUlRlZYWFhRUfHatWt6enpoN9fCO2cMGEtvMGtBzLoHs4uJ52QGrEvAkCtg5OtCGXCMG2NWrsi1o4mJyZ49e9zc3IBsYCUKJIGVKAO2FcjIa5QYiFgGhTkBQZ+cNQpGwSigSq0EEEAskG4oZFwXecAKWKESXGpIeYlMCxPoULiMll/IwNjYGNjZun//voKCAto6Vcxww7XpBddJgXi6m5i1KQPS6QpoXV5cTShco9CQnjTEI5Dub3l5Odo0KtaRZ/h6PUxBXAuayEtOo4lwFIyCwdDTALIBAogJsjfu169fkPlRIID0TTELtdFN36MAK2BlZXVycnr79u3ly5eRj6zDetUo/IAerGcbYVauaHUqnuYh8q2fDNhO3EWr+bAuboKzIdUe8ioBXAcWYroQohF5twweL4xmq1EwCoZ63xQggKD7XoB1J3yREVr5Mnrl4SjAn4YYwFtcfH19ubi4Tp48+erVK7QjfrC24zC39pK04QprjxPXEfYM2AZ+0ao3XKdZYSZ75GMZMGtHtH0ycBLtHojRbuUoGAXDBgAEEAt8pwfacaNY56VGwSjAVQ0Aaxd7e/tHjx5B7kqTlJQUFBTk5uaG1DpYj4PHv32TAduaILRr1LAOmeDaP8NAaDcnmuHwI43QDIdfL8iAbWoT7YR6+HFI8POKR9PMKBgFw6wjARCAtSu5ARgGYX10/xWSGTNBK0VCkQ2GivbZXOQkh8H3yb0MV2HvN+c0NqhOMRc9JoFRoF2RgUu5vhbvOwp2MSOpSKndJMd0QTdRnhAasV1GrGTpJqkoP6Bn7c9aC/TQWZwpV3C5B1ywGlzNQUxb5tqeWhAAguCwu4nHrYLuLDD53Y6z5DvOGIOpwuEF92RBv77zqzdXBKaD/Uvxi4qwXfLeqcAoLQoDVw6usVOE9BbjXADT6otPJX+dRMxivVOMXJREQD8NSuCyImB8sZXc/ItqJWqTdHg0D4rnkvUIIBYGjKUWkKkdYDr+/ft3WloaA+6zaqmYdXH1J0ZUu2aonztIRkmHxiXb7/jPZCC+PsZjONl7okaHc2ianOjf+aA8uY6C4QSSkpIAAogFUmuiXR2F3PR+/Pgx2hZAytPfcKo88JcCWA/rGYTlFLVciNZjRu6q4u9fUsUBuCo8IsckMI/wRfYI5n3g8A432oAwLp/i6QHjzylUuXxp0GYxzP4oef1jNGUjqpKj252PtLBoQE5dJaZJRHwSAgjA25XkAAjEoP7/1R40RikwdGK8eHKZmi4JpeUCrE4I666psFbGbytNTgyooydhJsymZLJ++eDSnH6zAqbUa7cncb0hOYl6uaPA/+pePEYhAYTb8ABmHVKfxeye0D+UdCWe/ABVxrp10JVQsReWgfqI06uGaEM/BHSqrIBdTRQGaWjT/VmUEUabF4rsTcUMtnP6z3wRmnl8LHuZ26nVBoGn/tlnu/M8qbQOR6kM0GlF6INwUPKL9UaMKW76vB4CUHYGSRSDIAx10bN77r9wyuSHJNJtZ9qxFhUIvD7nhqNGFNJsvf1ze29UbnpHAY7bgWAOofSc06dAg3QjhzmdWK1zQksnQ6gbQWcwmLi6WuQp57OHZL9lUK5ol10Plr0fzm+qYhZ8uy42y+nFTWqOfXeGjqSFegWk1MopnYdcQdHp/KPV9PgQPbt21aDou4HJ7zs0sBB+kQ3LKyEvEuazT4VcfVR+TBE2ZV+k/7H+qZBSBq7HSsLz3C1GUDZBsycJlbqrrNdp+W6xUG1dwIB08leW/dyTvzpb7reDuFo7sUtmnvBLYefbcEtxhYTuFL8yWLJ8e01iObQ4rpfaY38CcHZ1NxiCMNA1cAd0CB/ZyNlYQpzATT4Tk8b0rgd+LyZGRUv/jlJbsj9q9iilNM+zMdglIk4sdYg6G3zWTq/r2rbNmh6/y8SjR9T6H+2TR+jJUi6nuBQAjc1q66zrrddaSymuXqto0jnFf0rQl47bUyrfwoAKOaM2/Tme57ksixAPwSNaHP+/4KeIqURIHAEQfhiOcNObc45gE4qlJioS7K6oY9sAMUhkpqnVdkw8juNpPqNnUlNHwU2Ebj91qHXIMgqwaw/0vu2md11Xt3hAt4dspWnqQunQsg0uIumYeq7EoqW1Zs2F6JKg6x2FHo0/24VKXQWPVNtdNXqxkgzWDbW52vf9JwBj15JCMQgDs+j9z+hRKggS5meWrzyKTdXMTM3kgyV3p93JMXtT6Gcga9BXeRKRmzjXWsBxuZAgFAxwgzMwouNqBPau6+CXBSJeAG7XgEC7iDEoqVgBMlGQupDgOMrQ0yd47sjFCReh5APwkMPvw4PN8Lz16goutdZgNDgfhuQcHb9nFhUOWz45axBLpTbgeqqHhNSDJu34IW75hWaZ1PESGG1ID+GfrvUhZCkW5+VWe24I85ATKvCkMjZeQfZ0RpW8cT31czcwTglSG3dYh2mGrAII81zi7ywKOklpIl9lcMyQi21Ew4ee/fMXgLIzxqEQhmHoH7j/mT8SErLs+DUsLCy0TZvYJvXVMJY+X4I0ra2BetWZ0q98ex6SDGQQ+alyafhMDzu79DXRvSVXba596gBlhpu+ZeE+InurZKEBJmU5s3gDkLGxHmuHcjaT2H3048B1sA8BAAYvY8Jmyacdr41iBeV1XI5GBecr+6OqbcImEAIyYDSfeNeyAhT+G5Mc5irvNf1he4myqUwkHJeSVZ4jBdq4Gciv6eqj0Z4bah9gLbQ2YHQpIvI/6jq6EXW1a7wy0o71N0gJ1p+dIkgrc4HsadrHOBuJPVh00/2u9lZ/ARi7lh0AYRB28f+/2cMS0pQ+OKuLMQxKW9mHVoK5VoPPFWdXtxEYvpo6KXXWxDerTPeOKiJLaaCMyyMOOsjfxdzNuBqKsruIvryDoss+m/oCstxA9my3wbx2OVf1ctR2YPjpQVKjL66ivasdf+VMJaGkBUMQjh/Kn1rGavUfViKxGtzCUOKwX2SSDX2qJDAxlTxgHd629mGUE2Ur72qbwzQSo0g72G4sLjHppF+iuHZsEIbOU1cznqhmqLpa1kHmntG/ZMvu5AaJBfenqALzkeN1Kr6Lq1oFQg8jDY+/AJRdQQ7AIAzaYf9/85Y0aQhQrPdluqUKtGhfkvyNRhbSwtlwG1XUyhF1JxUdC2AUfvAltqs2BaWWHqfUUBNqsuTQKFhQ0bnhcG1GmCxXFZFNF/6Hy961PAxukyTKYdUUFnyMgSscq6F2ktrmrDfcI/DbITZHP8N99LRiMz7RpUtXp5kppY9XOFnps2EeR1G1+SfkI8u1sZDAUJpfKwLJd0WdvbhqH9LWThH62l4xzmzeUY2F36Ul1byIMu8PUm/STBsEtdRH89gEjc9seUXJGHIDoadh0MGBAx0dBpMHZa86FNp69y6CaKPX5m4/ARg7YxyAYRAGZuiY/z80L2ilSsjCcGHpUKlLmoBtTHi0isDRzbW7juqBifecs/eOl/+pg64vHYy8mtYCh3j6VUlN1JzsFHbhdayrn3Gd1kEv9AmIGrk2rMtlOQQCR5dQdXGu00XKoOzZNNl8WOQEL+KPGJKSU8adjuBq7O4ktYkna5iVgetobgYzNtDi1ferzVMdFJhL/0vXnFC2J5UqtxNBjchx/ZMzMzZVghQ5BFtMsrug5ACrhO8BQZSZDUvOXigFeUN/hJvn3Ts6H+GQkhaYCTrEk+4m8wBYVqn9ZDEmAGMaaOawV6/VdN8bjgZcj0ks5Xu+AhB2LkkMwyAMTXL/q3rpfRaeYZQnQbro9Ou4BWMjEDydFfOpOPyo415jAup5uvdea8EuO0Cn+yv+vuM+nnfrHrlIGmWsVIv7e9O4Tg0VzwcoRx5Vob6OC2nJ8pqqFzyDks3hdMd+4UR2BkvdiIghO97rqGmXAQF30FfseQwepzuR+Anui6igYROHnTKGvbH8ouM+pzTDTmEotHKL6KiKQM+UsQK+x6Tn6UU+1ZCUrp9HfQnwRnCmuayiJ5Sta3rh2E9cfY4QdPGtDk50XmDMEvJtzLsSReAtCtdJGqohkT3osHDXAal7XScD+/Ob1eX03NLJOvEP5NGOv6dSK6XtSCJR6yACxAShw3Hn8q4Sg8v+m+bml3gFYOxaTiAEYqiHRcQuxFJsQfw0YANiCR6sQBE70RbsQ9CjeN6AMIT8xj0OrDIa83nvJfP7mLmT7FIMurjCIxYP/7rv+7ou8lz49twtCD4gyqBEng87CAec4vZKWByGYd/3pmmyLAuUSRFfiCWRrrOxBcxQYsBTPEGT+DWSpZIbcU3Htm3jOOKgDhtPksQQFIitq7zX1ttnqdFINuUmFpQYg+KpFW9LPY6j67rned4L1nWd57m3DNXQKg1ANiglsYfSexBNYM46JoDQ+3KnacL6r6qqiqLg1uiMxz45VYxw9sgLQ8JmFwfGiAPDGNZ1hS3jh5amad/3YRiK7JJXoK7JdEXs0aXC2MsZs968Ix00x40XYcvzPONLlWUJ9kzOuDXyD605UtNy8vxSExWLaRCXRBhhlazDt3yeZ9u28PG+vjGKomVZ4jjW4HHesoFjtsjlidCjgQZ5S2H4/QVg7NpRNgRi4F/8IqKH8BiC2HgHD6KdlYWg3kF89NYKHkGv4GW+gLDIJhltZBHxse5uJplM9p8bJIsLBHjQciI1qEsN6hfqIFOgXPN+xAjS0+rwEmKcEBU1MKbWBB2v6yIjmiTJeZ5pmpq30nhmXHHpY4Ekcc5YIhwA1TUyT+R0n11BA7Hve9/36eQ4jmVZdl1HplQTLGmZMpz20GKhgBqxjP2XVGErkKsRXQZQT9O0rmtRFFEU3YG4uq6XZcmy7DWfUHPdXvlIsNWgONpFHg6Xf+JbONAFrusOw+B5HrVv9HAcR9u2juOA1DxRkoupSsDtgfoDf4rWGRhaUf35vMk9noMgMPjSYi61nBotxsiHLk/D5n/5VRMpcr0abAJhFTofhmHTNPc/tbwCnPzBsQXW4IJiUuL+vqKjBohPbfkyt5rnedu2PM/jOL6fuO97VVX0+QSVwHzknt5HrRGIPIvxc20R/gnA2NmjYAjDYFg8hedw8wTipdwLehcHwUPo4OJJivsXKF8IyZtUN0Voa2vSPPlpq57yKRzWZA5wnLfIym3OmZRo4+QpygnjVdv+L0/Usty0SVqWDCt9c11X3/fTNN33/b6vbN0OSsYfcTaeMrxkt1WLErPAYykhI/LEjYeXleUBPdn0kIZMf+N5nhZJQQIMa/F43o5AENudMmTOEKNBPqZAKK/Y53n2fSclOgwDKdESLDDPM23hYVuW9Hp986i+hPYyLcpz5HsuEhvBaKdGglwZr1de7rpuXVfSptu2QV79JZMvcO4E0LIJq4XAPe6XsFKVy84enGK4KKM/js8PynlC5wVEyl5tiqZ2Bq1sS06it5ZgSTgV+iCDWqrVymwKPnTnQfgMowdstalqhUj7zdWfTpb3cRwpJVKijLXHcVyWhXlD4FKt8lRYg89LkYAy0FJivn4CMHYFKRDCMHBx/ULx4KkHf6D0BX5XX1H6I08ethA2hGQS6kGsUlrFJpNM0kyQNLLsTkBfq6YsI9XPpEQ58RRuISYpTEtnTuJQd1QXy4ZyU96vtR7HsW3bsizXdc3zbHt1KSz7UpOH4KdqbkTfyqG//wM6TKAoh2IIOuIC/ccfXEX39Ot1Xa308X6RkbrTkKCFWdjjZbQ9mxsSQjzWfd8dvO/7Lm1o8v0GFoknXNSvBSmxQGsq1Di4oKwHGG4sQFthq53qUkrnefaP8DyPpUs8N8Bgpoc3c5sTDMknLz4lkCqqaCvpzvd9VTgCnCpEYIEdCQEWtLkh0o3tm8EiSMFak+GjSnTInAhbBcFz1wX0gYcXAwgFIRpEGFAtUbO1VkrJOSsex8OyFu3ZVeYFCn2G84V4FEv/y1f7CcDYGaswDAMx1O1nhPxE1vz/7A/IYPCYPUu2HhjModOpzlBaKK2x65wkP7tfSq/EuaF3c1MmzR6f5xlOdOKakNB6h+ftHZyWAGpx3t1iG3xHz0noQ+DW2n3fNmD28jzPWuv7vh95Uf0eiQmIkbMBi90lhD8c/kA/GbAm4M0GUTUuk3s2ssdxaFYCJqpAVxZZ08jUxa+A4cuCKRqxTqHQezeVYJ7bEy6zE6hriY3xIk+sAYuQRls3WtKoRi7sPw0BR4A0fts2qzTmSqPMpRxKWTjoX7zhb52mmVDJd+9BAfCYkvejPvPXqcnKHmiNQJdwfiwllajFF64uK/+U4hxCPKvrs4WR0s9+SCsGjuYisJii9dlijGxPrExc17Xve7ybZfkN1fHZsqDWK5m9iadBZZspfgIwdsY2EMIwFE2RioINkBCioGcW6FiHIZgBFmAZFqClP0uWrOjs/6GFHBzJXWI7739yWZC0rtF5B0H2oR7Id9nzPPd9e0VKGD6U+xAclydLjo8GvCp03/dxHOu6loOymh7HcV3XMAzh+3LDTcoUmTykwhoe2bvYqT8RLYebQn/kEFTxnJcckdRkWRa75jRNVVWRKZJgpYS9Cl2ZfOiAdNmvMA4ynSkba9Ip66gJeUve75X+4AQKp/z57rjHo1Ch1e/NhN8QvdpBH58TvL7Qh2gvor8KnbO89gbxAXwSL33Sy37QoZSoV37P2ibnvK5r13Xovq+WsIR5QfkfcnwkTkA8DUKJu91XosN5ni2MkEfu+x79+3htI6xdpQ+CnITtpdIH98cw+rdhNRq0aRr9yHme27Zp+7Ztdcuf54sI0UfDwUWrCfuzhjPkTwDGrtgGQhgGUrzEDKmoKFiBAX4OZmAKxmAdRM0EFEg0WeGtjz4f+ewjFAgFCkhI7Nh35xcCOhpHCrWSw553oqUR9dAN6J6YcnflntosVYiZgD+z55dOkI+KMR7HMU1Teqzv+xDCtm3DMNRstcmUIKo6Hqk080c9u1KmXcm6X46akheWlrZtE+BNGu/7nud53/dlWWQNImi9+pJnHvXCG1OT+mK+BlFmR7cje13XdSFWXvVV1kkgYpNEytXMGKmwAY/ZmrgM0/Yg+MubJmn0z/MkCkFIAE19Zaa7kLD/KBnPF1aPtIcecFlGQmWCE7RKzqrAkWcqKgsCEqdHHep9zJ+hoYr8XH0M73ZdJxM2GRL0Sj1Y32Ogsj7URDDYvD9NqTuklGRVLPl7x3GUi/f3kMZ1XWXF5v2j8jsqLOwBODzfEfnWRNc+X38EYOyKbSCEYaCLL1NSZDD6LAVthsgqzMAUNG8JKTL22U79Qgp8wHf23eWX7qpYEAwnIpOJTl+HjB1Qa5LzJ1i37D8tu8SeelPF575167ouXtt5nsdxzDdwjLHvOzNU2CVen4JATZB8Porl28T8FDfBrr3SnsDxw3sjtdbWWu+d9+vrfgm2O1R4km+loiyONQAlseHPozWqNPJPjGf51p7nmeJGeKHygcAYEFXVVGgllHemr7qX+kvL5k5CVl25JIYRjJAYHa7QX1lEYaS7SgmF3AV+gFJCbOGa8p7Z+j2vlUciTjRgC6qNpAisF/BBpXTTC7UOqmngJoot++QcVhOLyFQGk9cZgv49Ky9P7dppIx1SfP4wbttWSrnvm75Z6x5ThxAzGAbFB+dZ+wmZNKt4EvEXgLEzOKEQBoJo+EVZhxe7shfxbgFiDwGvOaeBHwjIsjsziSdBUSG6cTNvZ39MumMYCCzjsy9crbXlPf2QtTixdX6isQn0PWAyDCwRsfCko3A7YXSeZ5s7j+NoO/u+t9Oe54F3dJytfiSo1UPdfl7iFqobVHFcVzzXO/aLm7HTBStwYiQk5Nq1WAJ9CWKyxQpRhhlA25Zled+3j2YE0SczEjH1sh+FxD3HE3f4TKNO0fYisJ+2u1Qp5bqudV378gNbx4M+kRAXSsFAY9L7F5ZEMxaJlSzDpN/BR598yGAQzQnPtLKfeUm0keTQYkX/RNp5xYGciRv8shAq+FVGAGk+QOujLHbZyNxHcNu2+75zznbujzbFYgGAkap2VY8FbUHqRmfm+CH8BSDtim0ghGEg+jFo6aGFEokFmAUxCBtQwyAMQcsgHylSZPnO9//6PhJJSOKzfT6/ogiqoyk64RV8tfOAbEQtirfLK5vivCj88XrNrheNMLqW0Hjfd3phh2GwliOHdq/rosknV8eCX0GlJHdE3MhvCA7CcCKGwOy3g2wZypRqgfM8+75vmobeQBQ0EXw86oyKHk+i+kVkkiIJpArKNNPkp2nqum7btgSYytz2fT+OI+JP6nCWgC9CRtVd3QgTuNiJ8DuxYxdue/JEl2Wp63qeZzq3KN+suXUCS9lrjieHYl+KmNHPwFC5FWxz7AobpbcYsQqEBapYTfobzWHNy6W95f/h8VIbQCmHUQ9EjSSo0BjNClNaYhWXHiATikKcsq5xHNu2Xdc1Xd6CFZ7nKQJwH/umUQq9APEaK/wEtt4CMHbFNhICMdDBk9IDdUAdl9IDKRIRMaIQKqAQCiEiIHjrLK18XmZYInQSh067nM3MeOYv91BN1RFB6vI7U5/QFeNE/Q7O+b9ALAfkxLDyxKh7ACfYxOetkAfrvF48FTAtonquVcRLgfS867pt287zrOvawGdvH08y9hBPRppNUpOkbMgEqb0EJBjf9+11Rm3bDsOQ83kl++k1GIT80RfqcQSMLuRzkwGNSQzCNE37vq/ruiyLXf75HvzWiAFCLTbxy0X+RGELFRrKEFBLj+u6+r5PgQe6srq+gmc8HpPCBAeME1I2aMpIBgiBELk/Q1h006yazih9lXGH+XwheYkhjpvo80e4T/AUTbmrPtEBBaLONxDBzUaArRsCV5ALphRkJCATpVex9CNU7n9FVVXjOB7HoY+wPr92bdM08zx7kRFStr5G3gr1I0PMUWGv8y8AY2eQQzEIAtEuehvPod7C3v8W33wSQoAZ6LZNE1pUcJ7wWrDbAq4odnPSpn4IyURRbSA3v6f7+7byreudglKluAPmBrw99XHOEdJPVkoNeb7/5QB3iykhVpvj7CgGRyJ5Z70k2wsOOJKJde+91kLEPBr/fBR1kul+h0sEApShvaNj7EQz5xRIgaBtD65a1xljqHs50ThTCJZXZ0wrNarh18ZrKcEfkDBJSnSR/XNU44l0bo8LMw/L0lVBX3utFn+Ov5Uw1SiUKZ2/pG05bI9oytL93APqzNbb0xaEHa4qCiipzE90t/7ZITIrapJjc00xaoxxsxrU3wJJgcghOVfB9bXOcR299ROAs3M3YhiGYaiK7D9zXPF4+Dw5WUCNZYAUQeAj7wZjDeMWGA4o0/Q8JDqdaOxBJ4xGRAES5+Lt1M4ag+/UNKIu1NwKXu8nYJTV/sBYpTLfML6cbprcKK0hi5yz6x6Q48YK3Y/9Y6rUGJ3bhTa3a4ax4k7QRKFsWXfKxhHMUX5S6rUktVj4C0BPIvpeeRorK39P5p36aKx/9atr/vIwt2NnJb/nexQqdiJ7ZSIqkq5QGC0Pr67LsPUH0bZMmczfG1RBUu63HYYU79+9ANw4+C/awQtoCKr7Q84W951bnI4HbEBVd15ktTYL+0jDXwEou4IcgEEY1IM34/+/u+zSsFKo2weWmU4LQlnsDwkdd4xULeK2vfc5h1OxFLhRotbCo2YzwnPk4zsasMRTIOp9w8rXyl0G8SXbezKOtA11MV1bK3XLPQ5zoS+PnDH1TK1tmRSBGr88XUp+uLLftGAo9JzVluIz7baiyzwQVCJYRcvkZUF7WTIS2iNB3bK1ii8NmtjnfZZtDBkLGri8w+YmtlTzCLkUOhkNQj44rJX+BmX7lK9ml1dM8Xlsu7o5Rf72i5cOqLG6ihEcV6D8sGM9h7UsG7MvywCRXvYTgsZIXXxyx27jLAuUiu84DkOhGQG5oiXUbQgXIb73EYCwM1YCEIZBaAf//5vdclzgkdXFU1ukCYFvEfze63qcVavHczejOsng0uMpIlBFd8VxL8lGnDqdMu8y/SEXoQjxESgd41QmU3ZUiTs+P0RXzHs7ZDh+tKaMW4t0Q3GFUSok6dxIGVhmNpxmLm6k5F0n+k+9LlV33TykNInj+4+nf/VAjgOUvuqc3vkIREzmeZwn4xVpX2OxU0M6DvLhiwyDRjIoFWMujopCB3iKXuH0/eidznMzPvD0jwDYCRZVg3zZxKPwSXE8CqbfNEqgqfxAec8OaPMgikjxBzQQuprEBei8plh+mZHtEc+j/sgvAGNncgQgDMNAP+i/Zr6Jjo0LADKBCbas45s7azBKKWKp21YjFkJQ5oseVP7lLRYjRih4Uw/RcfIRuBonaqcaBCrEReesD9rTABCxYf3ElghuvuH4PHOd/FyOWr3Z5UhAfwnWHGOWs+e5HwVwbYjYJmcxPb69muWwWWpWhovHuPTgmBOBzUFL+qa9k2tPKKUlxXL7e+6PN5FxusyNjqzfd2YwCFNOs+WQzB83JfA8dkIbPIPJomO+bzD3eY4qIONaKOWCr0KL+Xx9ETEGayGutKKguVFYWpoys1KcUhdlQr8ArF3JDcQgDMxj+2+EZjgqgEqCtBKyyBxECu88YifYZjyMf1fQq9v823sfY8RtD2/16toNgoFxpZTYZWF2MNc5Q/Tb2cny1WwdjcRGyU0YBVprq4W+TchjCc/+qTo1Qj62JR8J2hEshp4P/G3MOTMdO51BraQzi2UwHQotEuZ8WH6yMLcgqVIKnPHHzkmHWh8WSBTlwjkyyQaYMPRsrmkvhG1FSGXBSPBxrL3WORdnYp/4f+3uWmskebD3t1ocNr9qdo+lBDI/bJjw04oNGpzfVyivfb4sT+qwOmHtWxtap70a2oEt81sAsWBdaAcxxcvLC2snCc8xjHiursU69rhly5asrCwik9SQBhDfKSsr37t3D+v1I8MS3LlzB3IW6EjwL9CbwMiF7M3F1U8d9e/Q9SxkD7qqqiquwnD4+XdE5V8guHv3LjA9Ex+/cAUAAcSC9exWrDNSaDfHEjkbj2ttJ1rvbSSUO8iLkwfcp/RxAMFlkIPKtdRtSuMaPBxO6XnIxRGF7WCsS5+GceSOHP8ykLjyEW20ACCAmOAngOA6ZA6ehuDHw2LuJcV/5BuuwRM8M73DNWni2b0zsIUg7ZLmEHItdd2JduLrMK5dRkIhy0DuDv0hDdD2Xwx7/2Ke8cJA3P3zAAHEhHYXLmR3BNbJaswTNHBNpWC9UB5towUDjqWbdCuaBySSGIg+XHdYptERkglHTtGDvDR6JCRmIk8pGja5deQUVpiLJDA3X+Ap0AACiAmzHsZzPRPWk9PxH66IuWgIsk0T8/wwsrsmQyiC0bY9jYQm/MipVAgukBmuDSNqjd4PiSimz3KbwZaYGUbG+hXMk9uJDCKAAGJB631ivdcG7R4xXEdUYD2yHFePE/Oi0NFxoUHVNBucpg2hPvdIazeMqLgm1ZtDNGRG2rwb2Q0FgABCjOvC70zAdRUiA8ZGJWSAdg04A9570Khb6Ax47OI/tmrIDQqRF554DsAbZnUkni16w34hBn7/jpwG05AroxhI2d4zDCIU/35iqo8oAAQQE3L1yYD3YHHMnijymtv79++HhYV1dHQg71NGm0xFvkJvGOSNRYsWAT1oa2v7+/dv+AHChoaG8ObCxo0bh9MQEGb6+/PnD9y/wEjfsGHD8CtJkRuUwPg1MjKCHB4JBOvXrx+ulQdaol28eDHQmw4ODj9+/Bg243uY7aGamhq0uw7XrVs37Ptb1dXV8IsdU1NTh0fkYubKR48eSUhIwA9/hV9TCsnFFLYbAAKICV4RIl8uj+vEKQbYTSzIy4iA6nt6eioqKrBOTWO9mWsYTKg8fPgQmOtSUlLg59MCyYiIiNraWoiXgbJBQUHASBoe5Q7m8DvQv1FRUXV1dXD/BgYGQhLlcJpHQZ7paGhoAPoXmP4h/o2OjoacujD8alDkvAlM6sCiFpjUB89qc1oUtZAyCtgsBrYV4GNswCw8XLvFEA8COz8HDx4EehmSqufMmTOcBpCQt0jIycm9ePECfkktECxYsEBcXNzFxYVyuwACCHFKEa7r5hkwLkyGXzcBETly5MipU6eam5tNTU3ROi6YFzhjHsI3tJqu8APBS0tLs7Oz7e3t4Z4CkqtWrYJkPKD6tLQ0MTGxO3fuDI9yB7PpA/TvypUrgXUnhAssZ4GJEujf4TeWC0/JwETu7+8PySxA//Lz8+/cuXOY9UcxT7KFJHVgBcMwrAHWVR3DrFGINia/dOlSYCW6bds2dnb2YZaMkW87wFrX/P79e8KECd7e3ry8vJTHNUAAoV+zzgCbKMV/7DgyaWdnt3r1ajU1NbSby9DOWGBA3fEyRAsXiKcWL158+PDhzMxM5EsnsF5RO5wm6gnOfSKfHzacsiLWU9MgUQxM9sOvRkEuECBFLTCpYz3Wbvh1weFnfQ+PPItnmAEosmnTpqKiIj4+PjzZfKgPIzHgOOl9+fLl169fz8vLo4qXAQII5Ux55KvTMNfx4roOF/n0Z3ivGe1wQrTdMvgP4RzkQyL379+vrKycMmUKJP3hmut99uzZy5cvgeXssCl38N+b+Pz5c6CX1dXVh1nPDFcjqaSkBOhZDw+PYdxFe/z4cVlZ2YwZM4BJfRgfaoO8jOPQoUOcnJyQmbPu7u5hVq8gg79//965cwdYl0hKSkL8C/Q45LTk4VdkYVY3W7dujYqK0tfXJ/s2ZWQAEIC7a8cBIIKCWzqZRETlSipXEIXWTRzDEfSKneQlVrDdNvs6pSm8z5h572FZl/2ji7x2EQpdJ8vpWAA+Z+Xdfvq7JLrcM8aI6GmtPdatBLD3jhIenbpSioeX+W3HCB1mvMwi7NyS0n8SSRXQpeEpCiG4muqAK4SgtR7UPTPr5E7hOufGIJqUEmoI7z3v4X9IpbVWQm2MkVK21riqBQeuUkrOGXi/4htuAYTvcmwGjBvd0NwEX5qEee0R2h038L4pnttqBm0EIM8YnThxYs6cORMmTMDlHYhIY2Pj7du3J0+ezM7OPjzGTPBfmAD0L7BhO2nSJDT/DrOsCJkCh6RnYGcF2Evr6OgYruUssKwB1qP9/f1oOXrY+BfXakdIUo+Li6uurt68efPPnz+Ha5IGJmM/Pz82NjaIrwsLC1+/fr13795h2WJA9nVfX5+NjQ3mYBLZ5TNAAKGcC4hcfUIaZWhznHgOuUDezYJ2lzp8Jc5QPAAF7co6YL56+fIlPz8/xF/x8fGHDx8GdkqA7Va432tra3t6eo4fP66np4cnOodcnYorvmpqaoD+BRa7+vr6RGoZipUo2sq7mJiY0NBQYIvq8+fPw6CdhAm2bNkCT+rA/AusV44cOQJM6pDRzmHTR8Gf1IGt4d+/fw+/9Iy1GyAtLS0uLj7sNwEDS6rVq1cXFRUBEzO1yiuAAIL2R5mZmeGVKOQ8eqwH0DOgXhmINouLeZAS5u32aKYNuYzX2tqKfPrE/Pnzge0aYIu1rKwMogZYiba0tCxbtgytEsW6SGdoBQLWRYxA/wLDBNO/w7g9i+x9FRUVVlbWYVbOQnwHTMbIp6wsXLgQmNR//PhRWlo6LOMUs69269YtVVVV5PgdTk0HoPeBvtu0aRO8w/306dMPHz4Ak/Twrke3bt0qJibm7OxMRTMBAogJeYoVUpsyoB4jiVnnYW4thc8eMWCcr4v1qrUhuloB151x8I74okWLgJXK+vXr4VNK+DPt0AoEtBgHRiLQv8DSFuJfPBf7DI/+CrBfYmFh8enTJ4j3Ia1aPz8/zFbtUPcyrlGT4X1K+8OHD52cnIANBQh3yZIlwPgtLi6GDHsOp6YDvNtTWFh45MiR7du3M4CXOGRnZ0dHR+vq6g7jSvTBgwfz5s0DRivaKmUKAUAAsUDqABYWFmA4wndxYF4+jjz2i7xCFSgLjInJkyfD+7UhISFAcsaMGQICAsiTamj70mhxONMADo9AEmJfXx+QgbwuA5gJIQOemHeYD8XGBNo5DED/Arlo/j1x4oSBgcEw668APQ7sl2RlZQFTNTwq165di7ZPf6inZ/y3Cw/pRjDBJC0rKysiIsLJyQnJm+Li4h8/fuTl5R1+noUX7JaWlgsXLoTn36SkpDlz5gzvQ5Jnz5799+/fjIwMtPMSKAQAAcTIw8Nz5syZtLQ0+E0xQAvy8vLKy8v37duHNvYIb8jgunQQcnYavK6FT4uiFUlw7rZt24Bl0+AvffCkLcwLd3DpBZJKSkr37t1Du5l1SOdJ/B6B3C8/LDMk1hw4bPyLPH0zEuIX7aZkXF4eBv7FzLZ4/H7nzp1hP8yL7GXy4heoHSCAmDA3ziOXDphbO9CuFEUb+EXeP4PWc2VAXXk0tDa9IJ8vhRmImLff4PId1utxhlkPZrju00cToUozdpAXtQzY7hse3v5lwLiZY5j5Gs8aT6z9ouGdl6nVnwEIIGh/EVJJQA7wRUtMmCkJflIPWlcMc0AYraxBXgw8VGIIcxUVZr7CnE/CnEqESO3YsQPP4uehXoMyDM31U8S0ojAv2WUYRnMTuJqGuE5iGZaVKK4VDMPJ11g7A5SfQjB0Sy1qeRkggBDrdRlQ99ojF/dom2/Qto3C1/fCT2BAvkwcq2lDa00KnnN8sJ6biCkF97WXl9dwvQp42NxAQHwRM4zvzR1RV3PjL16HUz7FOoiC58LH4T22REVvAgQQC3I7BbNcwNV5Qp74RDvDHX6YEVwB5iwpctUyXNu5WCPv79+/w3XMBFf3dHh7EE0QPlQzom7iHN7+Ha51Kp6EPUJiE7OVTHb8AgSg7tpyGAhBoIlexOj9P72M0bPUZFJCYCG2a9v01wcJrGCcYSFxTxCJuK21S5j3kpQm7Euk5mqWlKNGa7aUon+Y8Z87fIQnGPMnL5q7BQXBWbSWZUGhEanp02PArlNK4VnHstYKUTnntXeNWHWGtXlFhfT7ke5g4LPshv56pOlx+V9z9f3GRGtljLH3/gmg7Fd20KyhoE7pJAeWgfiS2CP6WvFh0z47bAu8Zozhl+z3/fQ9vZz1NxtnOV3ZMQV9EcYtIO2P7l3Hnvhqc05grtQe1JFDt9tDACH6o/CQgleH8OMH0epOBmwnbWKmKsxYQRsRBdp48eJFeLoczE0Y/D7FHzFAEthWgFygpqSk9ODBA6DIsF8FBwGQ9W/DePwTDQBjWVVVdYR01IC+u3//PjBJj5DON8S/wHbwyBlsAFYqwPgdOSMrwPwLSc+k5lyAAGJBO6gI7Ug/tDVBaOuD0FbGo1Wu+Jt48AMfkE8THJb70tB8Tcx2keE3kDJCvEyjTv+gTd7D6Zo8YiIXPso1QgCuTQrDOIrJK68AAogFPmiJfNk95iAtRAHkcj7MER4GvCPLuIZGh+Uaa6x7YOB+B7bvRlR7FutsxPDusowQ/yLf6TRy+qOQNZUMI2YKHG0dzMhZyEJq/gUIICbIefSYd6LBzYUHHwsLC2YXE7lLinVaCE2c8qmjQb6jC7NTjuzTkdaeHcbHyGH1LJ7NUcO1Kh1RjcJhs2mNSABZFznSFm+TAQACiAmz1EPumDLgXsuEtn4H7aZuzPSHVmEzYFwVTmrXe0jEB1q1iueMi2Fcj46Q2hQ+STEUr6knD4y0cT/MbsZIaBeOqNYwed0AgABiwuw2IW9WQR6DRRvmxVqxoZ3GgMaFKIPHDfGr+4Z6ZGBti4yc0bARUqlgNj2HfRSPtHIWbY39SBi6Zxh297cTWXGSFL8AAYSlewRpVsO7jwwYZxthpiTMaTD46YCYzTfMbaYjZ6xgRA3qMlBpJH8UDKEUPnI8OwLz8mhZjQsABBAL1gNvketCzPlIyGojeIfy79+/mZmZb968gYgXFhZaWlqiLXwaLUlHwSgYBaNgFAxLABBAiPN1IQDecUQ7dQHrYX6QWejW1tbExMS1a9euXLnSx8enr6/vxIkTyIO6WCdNsdbQo2AUDGkwmp5HwSgYgQAggJiQR2jhd27jObcCeYwX2AEFVr21tbUWFhaQ7qmHhwcnJ+fjx4+R1WNWnBSewTEKRsEoGAWjYBQMEgAQQEzwCg+zQY3cGcW88gVy/hF8ghP5OCS0I3YxlxqN1qCjYFiC0YQ9CkbBCAQAAYSy3Q15GyiuY8fhM6OYR78CBV+/fv3jxw9paWnIYiW0A3gZCO3+HPbDYqPjfqNgFIyCUTDMAEAAsaC1o3FtgEOuXJHPA4PUuxBdf/78mTJlioKCgpmZGfJh7mhbZUa7pKNgFIyCUTAKhg0ACCAmzO4mZKIU14WamLdwQ7hAsHTp0jdv3mRmZrKwsCDvNMV6ATLWjulo5ToKRscbRsEoGAVDCwAEEAtaNYZ2pBEDtjP/MM/XBapfuHDh1q1bu7q6lJSUME/fRa4+0bq2Iyq4RxsKo/E7CkbBaHoeZu1ggABCX2eEPK+JXH3iOcMPKA6sRDdv3lxUVKSoqIj10KzRLS6jYBSMglEwCoYlAAggFuR6Dm2rKK7eJNrs6d69e4GVaElJiYWFBa47qEdb66NgFIyCUTAKhiUACCAWtGoPXtvBT+9jwLYZBvkusDVr1gDZvb29DLBNpUxMTO3t7cC+KdxAzL7paJ06CkbBKBgFo2AYAIAAYsElAd/ZAl9GBK9TkfeJApXNmDEDuQKG3HaLdgY9WlU6Eo7VHQWjYBSMglEwEgBAADExYBxsj3kkPdpIL6SKhYhALtREXnwEv+4bs7IcnSUdBaNgFIyCUTDMAEAAYb9/FOvMKAPGuYAMGBcnoV0GjvUE/NER3VEwCkbBKBgFwwYABBDinAQGpGOJcN3FjXZ+PXL9iqwY6+2+mF3eUTAKRsEoGAWjYKgDgABiwlrbwU8sgg/5wpcdIVeHkBoX8xZS5HFg5FFitD7riBrmHZlNh5Hm6xEYy6Nt4pETxaPntuICAAG4u7YdgCEYukT//+O8Cl/iYU1O0iw7prsEyTyZCFWcKeUIG4uWEmPES/TMin4yLpsko3zsytRpWnjOGb9tozttCjp6N5iv9Bw/vwe4X4UQUkpo6VV17ypdpbe+PjWi/XtnjE6Qc7SXOMZwKcVYHH7Qj27A/D2uvCfIv/A2Hebv5pFWPdVDJz9zZE3Qs2ER2qvxWquIdF4RWIXbLvBytubmKNxmgVcuFNuxJizMXQCxYD26DyKiq6sLKfHhS3axnuSHy0qsW0iRPQZkXLhwQVlZeeRsg7lz546KisoI8Sww2Tx48EBJSWnktNyBmRDi35GQpIF+vH//PtC/1G1xDnL/IuffYe9rYHoG+neEpGcgADaCFRUVyfApQAAxoelBvgeNAbbmCL4HhgFj8Bbtum88LQK0A5LgfdCRNkKC9Yq6YQngjTWGkTf6NxIqFbQ5nWEfxcj3c4ycqmWEpGcIgGw/IUMjQAAxIVeKDKj3oGGtKdFOVMDad8ZzNCBy9xeyPWbkRBLkkIoRlTSRm02jc+HDL2YxhxxHSHoeIZXoSGv+IpfPJAGAAGLCei0o8vogSJcRSCJvFcW6pIiBiItc0JYgjZwGHcSzwDAcsWl0JFSlI61dOKLKXMxD30bBMEvMeI6Rxw8AAogJcz0t1sYm8kYXtMoSrUaEX7sGZyDvPR2x8QQJPUh7ZySUtmjpaoR4GeuCgBEy2DASIhfSDh45LWC0VU7DPjHjWgZEEAAEEBNyXQhZUgS/ghu+kRRtGwy8RkReMQRfi8SA7aZSuLHIZySNtK0vyHfpjKh0yTBi5s8wm6EjysvDvkZBK/dGTmtpRHWBiIxf5BYGQAAhVhXBa0143YZc+cGPaMA8ewEiiLxiCLOhirmUd3h3UtE668ghM2zSJanlyOhds8MpYQ9RB2Nd3oHZ5cLaCUMrrAZn/BIcbMcag2hDj8MjfnF5EFcyYCBxPxVySQ4QQNCDFP7+/fsPDODbYjBPV2DANnIFZPz58yczMzMkJCQ4ODg0NPTw4cNYo4QRGxhmJQswKIyNjSED2kByw4YNw6mhgHXwHwIWLVoE5NrZ2f348WM4tdOxliw1NTXwBJySkjL8KkhkX0M8C0nPtra2v379Glrxi/VcNiDj+PHjQE8lJyejLTxevHgxkMHMzAwkU1NTh1y9gse/kOSKPDIELK8MDAzg/t20adOQG58n6F+sveolS5bAyyuqDJUBBBAT5t5QPLtZkPuRcDYw5UVHR69evXrt2rXe3t5TpkyBb81mQB3QwzqxOtRLH+SrzoHhACx3IAPaVVVVgYGBwKp0OHWwMPMY0LOPHj0CejYtLQ3r2MNQ9zJaFENaipDmApA7Z86c4dFuwOxpAUlgYp49e/anT5+APv39+/eXL19cXFyAVelQby6EhYVZWVmhTVEBpYDNQWAyhpw/A+xanDt3DljRDun0DPevtbU1WvwC/RgVFdXQ0ABJydXV1QEBARs3bhwGzUFI/OLqrQLLq8rKSmAVS8XDdgACiAl5jpMBY2EI1iMUoD1Z2EBufHw8sGKHsL28vFhYWM6ePYumHvOG8OFX+gADZMWKFcC6ExKYwAwpKSl58+ZNhmE0lYJ1DKSkpCQvLw+ScIdT5xuzKQlsxh46dGjz5s3s7OwMqIeQMAw7AKxIbt265evry8vLC+QC83VRURFQZEjXo8DIArb7gTF45syZkJAQNP/29/cD6xUdHR3IRFVhYeGWLVs+fvw4DPx7+vRpYO2CdnnlqlWrgHUnhAvsfMPLq2HgX2AdBGzyYvZ5gC2G0tJSYHkFqbOolX8BAghxSyh8CQwDxnEBWO/xRj5xF77dHnK0goyMDAPG2iI8JzMNm0oFbRkCPFiGTe2Ctn8O0oQHVi2ZmZnAeIdvCB42PkWexQCWs8D8CSxb+fj48A8uDYP0zADeS6eurg4sWIGdb0h23rRpk4+PD6RaHbogLi7u+/fvxsbGaOJPnz598eKFmpoavLmvoqLy6tWrffv2DQP/GhkZ4a8zIOUV2r3RQ9e/hoaGmJUokAQ2hQ8cOAAsr6h7tCRAAO6uHQWCEIbKVrZTKdN6Bs/mUUQ8jkeYYiobES1tPMA+EIKzH7bZZkwpNk/N5yWSPMgpkkf8OK1l1q55svf8gxfr3nshhNaaXRsYLUZD6fS/daKA1FqhhFBLtqIMvCklY4y1FrZ1VNkXg/kSKsUYz/NE2D4eNuf8OI7F7nSGDHLWe9+2DWwGjieEAMZ26+CAhGgAbSiltNaUUrRn33cp5Rp43/ufs2vSEfBhrwD/XkHhT7wzw8k5w14554a9GlVh9o984VMAsTBg2zSDeTA9LvdBUmRLSwtkUoGdnX3OnDmsrKyY57DDYxF5bnVIl7DI4YY2j/379+/s7GwrKysvLy+G4Xv6ydy5c729vSFD2QxIs+bDY7ABrRUI2T744MGD+/fvA2tQYGoPDw93c3O7ffv2UO+iYXoZ3mg+c+YMsFlsZmYG7KmsXbsWsy8+VBoHmAtSMOfG0BZzEHnu6ZDwL9oIGXLxBekCZWVlWVtb+/j4DI/4xYw4IBtYgwI9CBnKhncaqRK5AAHEhLU2xnr5NmZChDNqa2tXr169bt26+Pj42NjYVatWYfoNuQYdBgOeyPGH2cRrbGwEdlymTp0KbFgM10r0+PHjs2bNAnZQ0E7hGB6exboDHSgIbBgBK1EG8PRSYWHhy5cv9+zZM5z6o8hg4cKFwDYxMHcDA2HevHlBQUFDcX0yrkoFXhBhbdOjNaGGgX8h63LRdi1CGMAovnnz5pQpU9jY2IZH/KIt4gGqOXny5OzZs3t6epA1Ih8dTwkACCAmeJ8SuW5D6zKiFSjInTC0Fpyrq6uRkdH69eu/f/+O2ccdfssxsMYfMFH29vYCqxl9fX2G4btvcuvWrcBahJ+fH7L5GNiEOnLkCLCO6erqGk6LyNDuFUDeJy0jIyMuLj784hfiU2DPu6Kior29PTAwkAG8nBAYv3Pnzh1aS9CJvEIDSEpLSwsICNy7dw8u+/Tp0w8fPiCP9A5d/8LX6GLKAsurvr6+EydOQMqrYVCJoqVkiPe3bNny+vVrYBRDqi3k8gpPeU4kAAgglIv0kNcEId+xh9YrhQ8FwKem0QwFpkgWFhY0nxDp8yFX3KCxa2pqWlpalixZYmBgwDBMDz2BeAroTeRjsIB9Fxsbm58/f5aWlg6zVbvQrMLEpKamtmnTJsi6GwbwdMvHjx8VFRWHWSxD8vgLMIBP8ANFgPlaUlJyyO2nJMbBQDVSUlJA392+fRse73fv3uXl5QXG7/DwL9Z7RCDl1fLly4diJcqAMRSP1cvw8gp56Su8vCorK6PcGQABxAR3CtryIqwjdfAqFqIYsrgrOzsb2PuEKLhx48b58+fNzMwgU6TIq5CG3wkMmDMrixYtam1tBXbHg4ODScrGQ6tewRp98DOwhtn+UeSeaFFREbANu23bNgbwHnZgyo+MjNTT0xtmXVJItjUxMQG2BYE9FchmWaDInDlzgL52dXUd6oNGmMNpQAaw6e/l5VVfX3/x4kUg9+HDhyVgMOQmv3H5lwFjFTqwuQ8pr+C7X4Z0OYw5vwbp4+G5qQz/olriAUAAsTCg7tPA7IlirhiCHxAIVM/MzOzv7x8bGwvXAkx5VlZWWLfQDL/+GdomfWChA2RAxsEggIOD4/jx45C+6TBrOqC3yJDOlRxO/VHkTc8WFhYLFiyAN5KSkpLmzp07/NIzxL/ArH369Glgm5iTkxMiKyoqCuyi8fDwDF2vAcnFixfHx8fDxefNmycmJnbr1i0+Pj5glwWoBp5bOzs7gZ2VIZqecfkXmGLFxcWB/uXm5u7t7UUur4Dq2djYTp48OUT7phBfY/XvzZs3+fn5iSnHyAMAAQRau3/mzJmoqCi4O4AFIjD1VFdXHz58GHnIF7M3jTzGCy9rgNnv79+/8IYAcgcFc6Xu5cuXIStah00ZhD/XAYuhoTXdQkwDggH3WP2Q9i9yhBJZmA5d/+LaO45rxcoQ8i/WtIorAQ+D/IvLv8TXH3AThq5/GciaQCTPv0BbAAIIsc4I3hFGnijFk4uwHtkMGfKFb+ZFu5QU19VswwmMhLsg0LYEDNchB4IrNofTlVJYL6tBW2NFo7Y8HbyG6X6sglj7DEMufnH5l/hrTIbcEbu4ohJX7cOA48x6sgFAADHBR3LQbndBtg9ttQUD3vMCGXAftoR5V8zwq0FHQm2K1ksjpmM6RAGe6ROsDcqh3jzC2jDCVaEOxa42MZ7C5feh7l882RPrrtkh519chRXyCllc1S2FACCAmJAXGaFdEYrpDuSBWcylSWhbZeBbczDXFo2Eq/uG983GuKqQYdaAwFyLjrUVPCz3+QybJI2/xMRacwzde8Tw+xdX9sR1nsxQ7I8S2dWhLgAIICYGjMUUmOkJ3lVFq+QhpQzykRCYU6GYjb7hcZ4ReXE2ou7+Hfb+xTUYONR9jau4wbUQdEj7F2vNgWtIf/jdrkFMeTX4fU2tCpJsnwIEoO5qcwAEQag/uv/l/Ou4iVust5hzQJnM6gB+PB4xiSduIhRKh0KvnTHnLEIhqXqq7ZfUE0EXTK3aLx5Zq7Wqrqy2hfxpegoUjFfy9QXnidftxnjFx5z0bsakyb2Qs5hlIoLO7pv/x6wtWaZzKqOIDMwvdPvormxRPLrujDPMJNAOZZiK+W21kzdxhccxf5+d1uaBHfC18qhSimQ+gQ9RjFbco/znkl/Gm06FrI+3vQK6CyAWZHcgL7sFMnR0dHC1yHBNf8JXGOGKPLQeKrCqHh7rV4mMwgcPHigoKAzj8V40/96/f19JSYlhuI9yI/tXUVFxhMQvpJEEjN/BttmJRo6BNJJGTvxC/DvkTq6n0L+Q9EyqXoAAgu5OQW5FwmtT5L0ryPOmWE98ZsAxyI711u5hvMgTf9fwz58/I6eQRb5QbyT4GuuwykjwNcMgO2+ERlGA1lwYCTNTaCvzh3clSsncMEAAQSc4kWdAkSs8SCDiOhUCeVYVcy0SpoFoisnY2DTUowp55HwkAOTV3cO+3MGzTnLYe3yEZGE61NaDME6H9331yLFJ9pYngABiQu6DIp+Xi3boLubkKOYSXOTLE9A2LWECiEXI7fcR0r4bUWUN8i2Pw76cRVsBMEIWpY+oGnTkDKFhrhsdCU0HMrbwQZIBQAAxIR/yh1n2QWQhs6loo7KY+1vhk66YfU3MpdgQS5H7ZyOkSzqi+ivI8+UjragdIUPZI6QRjObNYd8/g4A/f/6MnJhF20hCZP6FKAMIICa03fSYR4LBl+zi38eKPKWKdmQ5ch3MgHo8NLWOCR6KrZ7RTbQjpMwdCX4cIWMtFC6CHXKRC+znjJD8izmASszBT3ASIIDQJz4hFRvywm54VYd8rgKaQciKkR2E1h9Fmy4dmYXsiOqvjNjIHWn90RE45DBC5ilG8zIxyQAggJiQheBXisKrSeRxDHi3Em25ELw1umPHjvDw8OLi4t+/f6PZh/VkjZFciY6CUTAKRsEoGB4AIICY0OpLSKcTvkAX6xYXyOIg5H4VUOT169fLli2zsbFB2xePvGEGbQXvSDjVCOtQwCgYBaNgFIyCYQMAAogJuXxHXh+EWcmhzQ2gMWbOnOnt7a2lpYVnfBlzDHq0fzYKRttJo2AUjIIhDQACiIkB4xos5K4nA+op88gzmvDVuUCwe/fua9eu+fj4IE98IndqMQ9hGA36UTD8wGi7cBSMghEIAAKIBV4p/vnzhwH1fHnM/ihyMQG/rPvly5eLFy/Ozc3l4eHB3IGKp0c72n4fBaNgFIyCUTDUAUAAIcZ10S5pw3p8LgPGfhggd/v27YaGhlZWVpCDfeFHDKKN32Kdah3h7ffRZsRohI6CUTAKhjoACCAWBqS9X8jrgLD2I5FlIYLXrl3buXPnnDlzGJDOU8W1W3k43S1FFTA6DDgaoaNgFIyCoQ4AAogFuQhA3l+MdpU32kEK8LHfU6dO/fr1Ky4uDlkwIiIiPDw8LCwMsxIdXWE0CkbBKBgFo2AQArJ7dwABxIJ89Qrm0biYPVS0yjUxMTEhIQEuvnv3bmD3tK2tjZWVlQF1cS/aSYEjc350tPUwCkbBKBgFwwwABBD0/lH4efF4jr3HPIYb81RftHP+sN6kNlqpjIJRMApGwSgYNgAggEDjupCT6NGqPeSDjfAfnoncucR6cCDlveZRMApGwSgYBaNgcAKAAGJhQDpdCHOFLa7D77HuYAFWxq5gwAC76APtGCPkadcReEL9KBgFo2AUjILhBwACiAVeBTIgjd+ije4i16bw4xeQ7/dGW5oE6cuiLSlCO4phdFB3FIyCUTAKRsEwAAABhDhfF7mDiHXfC9q0KHyfKAPSqbyYZxXhGssd3T86CkbBKBgFo2AYAIAAYkI+gQHXvZjIa2sxb/OGLy9CvqYUfoEzWk8XbbB3pE2gjs4Qj4JRMApGwTADAAHEhFyDYrLRlg5hrVCRz16A15cQQeSKE7nnyoBjse5o93QUjLaTRv076t9R/w4J/8LVAwTg7mp2AARBMIfe/+E8q88S2zdZIpopra0OHdwE+YuZ8Hkg1aHvRd08GkLAoLypPg2lupS3RXIwu06FPbaqKaVrolVwDebIpkbacuIBcbO9Z9lOPJflpXLZ3PXf+I50clb99vqfCsvsYoxmo5SLx5so0F9FIFizvFSX1JmG81qnIjjv0i3cytpjxm8v6BSci69c8zZac2YEbM4ZEOKyVfhlRhHfEPuOtTe2+/53u0fHly/PQvxSKZW91RLc4BRALGi1IHKlpaenBzkyF7lziTxsi6tCxRolWHPFlStXlJSUqJirSc1L9KxXgHYBE6WysjI9/TuAAJhsHjx4oKioOEKGGYCxef/+fWB6ZhgZK+kg/oXH7/D2MqTIAlaiyPE77GMZ6F9I/I7A9EwSAAgglKvNMKWBlSjmiYAMGHefIVuMi42nyYOn/U6LdtZAdV/QthUN+6QJabOPnLF6+M0NDIS2XA8n/46Qkz7RFkWOnKoFzzTc8PMp/DwiUgFAADGhNSThy27huzwx7x+FK8CVmHAN8mAmxAHpFw5ge5ZhhJ0wjOsGvdH4HTa1C8NIXT03Gr/DzKdAbwL7jeRpBwggJrQ9nfAqEz6WC6yi0coLzCW7DBjreBmw3ZWGZ4HusE+UmEExEsqa4T2HhGtwZeTUK5inc4+C4QQghf9IGFwh1ZtoKgECiIkBaSco8vF+8HIB89g/BhzrhvDXFlg3jGLWwSOk4zJCRjtHzoUERK4VGH5eHgmTo5il0wiJX+TLpEdO64GYyEXL4wABxII188M7jvDxYrQ1fmiBi3k5GtblS5hOQRt8HznzDQwjZih7hMwkYc67D3tfj7T5Qqx7E0b7Z8Ov+iSyaYgsCxBATJjjM/DjiiBToVjDFOvWEcwxYbRGKwNs/pUB2xjvCOmf4Sp5h0o6Iz7WRuBds0M6fqnbkhiuHZFB7l+sXkDr5wzLISLKvUPJElSAANxcwQnEIBC8jiT4t4cQbSCaLkwBqcIStApjS4LCLSzsHcZnPupDFl8OM+roqr8rRZhibbKb3UNI8mK4XjrnpJRKqXVdIdi2LaX0+fuJvvvUZIJ/AZ9yLKUwxghaCGE+f/p0qed5EmRjzNxe1VpLYK/rmgARBvd9g8Ft6Ku1cs5H13MjV5yXYoyASGvdVTLuIqB470d3MzhmgV+oj+NonkignhGvECLnPCi/BBwm4WVZSLTEIMkAlido3/f9xT58BeDuWlIoBKFovKW0iiwaugEHQjsRhHzbEJs2EgfuoCW0lRo5fIcniOSkqTpSSPDkuT/z3j55yaH8oBUiVCa3lP9Ti8/3fb/vO1ZsrXXODcOQ0kwf07vsdlLtIWlZ6en7bxGXlHJZlvM8mzSlSc9yzo/jCCHElI9t2xo+44KeNcZc14U+FLEQol5Tmgsj3N9xHB93BrG5IDAgR5FHB45yjab0UYsNQ5B2mqau+JiF4TzPIHPSfoDcgP8HvNjfMqRRSmmtwWfghfm575tSCvj1ug6RtOu6JiXMGPPep8APr4IQ0r0rs/C+/QTg7tqRIARh6M42VmKJt5KGM9jDFTyJY2WrVFYegB6pPci+mcxkorbbiKWm4JEPLwTilwgat+e4LQ/cxk8OmkdALRr47y7P4gGf9SWZUjdy+RbdMAzseKB+TdNs21ZYWibtAeRp3/cQQlVVzxZUhe0UnecJluCcU0rhE7wRXgrsr4s7N3eepgkoYozWWgkZ3j3PszGGxJC6tW2bc36jfmUSNo4j4/1cy08Uo0o69kh4l2VhvPJJKXVdV9c1xKBu7z3evDEllUaLXI6CMNTX973W+jgO0jJMfV1XTAWI43/L2z8BuLliFIBBGAj9i87iO3yDvsFHC35ABKceTZGQ2i6dokNxaIeYa+6iJsckS8IQJ87lrvr92ZVoUqOsZ9LJ7/qKhr3LifaxlDZknTFms7SMqweAMudMvPLGtXsoBoxSSq3VWjvXAXPEnTGGaokQY+y9e++/i+55/qrOv1zlp5Raa8655d6SCFliuVQYLmIR7IV/Ya+oUMITAAbHAMDkVvzOIQSo/z3k77P3KqAO19PRG3//v2A6BRB0GgDSJUXrdGKWnlg3jALB/fv3gb1pYHsnODh4xYoVDKhzacjj12gmDJseKuZ+npKSEmAl6uHhMSx74ZABhtu3bwPzIbCbAml+cXJyXrx4cXgs88PMaVJSUkCfIhdDKioqnz9/vnfv3lBPrgxIJ67g6ofBmxFDqxLFVQVi3YAHFDx8+DAHB8fQnf8mppUDbyU0NDR8+fJFUFDwzJkzwIbUgQMHJkyYMBQHG3C1mZ6DAaTti+tUA6qkZ4AAQtwYCu9iIg/wok1kwifhka/+BrZ31q1bB+xNr1mzBtiPXg0GWBek4PLJsAGQ+UJIEB08eBDYvoPkyeHnU3iBe+fOnQcPHkCqVWBj1t3d/ePHj8PGy8gpVkZGxsbGpre39+fPnxDxvr4+BmpPtNC/6EGuaXCdm/Hnz5/s7Gyg9728vIaWZ3G1DNBOrISwm5ub4cXdwoUL4fPfQyg947/7Eg2wsLCcPn0aWM2Ym5tfuHBhxowZfHx8Q7TdgHbhGCTR5uTk2Nraurm5YY6lUffwEIAAgnY64UehQsZpkac2MY9cQHYx2oH1QBd7e3ufOHEC6AdkL2GdPBtmFSrkWKlVq1ZBAqSnp4efn7+rq2s4eRAz0wLrTmBbAcItKip6+fLl/v37h41/kduCwKS+fPlyYPsd2O2GZBMRERFguaOgoDDkumiYm5hxLcaGgMbGxmvXrk2ZMgVtInwI1S5Yq1I8Q2JxcXHV1dXApvBQnP/GjCNItwfeR4KARYsWsbKyAnulQHFguyE4ODgpKWloxS9a9YS2igqYaCdNmsTFxYU1NKh42QBAADExYEwDYNZ/aHdxo9Wm8ClSuDnArjS8HkVrL6C1HYb6ACCee6Cio6NDQkKAXZZPnz4Npz4oHi5k5HOYjdUjexPYfgc22+FdFisrK2BbHli1DNGxBGTfoZWwyKC2thbYKAQ2jvX09IZuDsVMrvi33kFKttu3bw+tdTf4cx9y1N+/f7+8vBzY4YYsJQO2G44ePTp//nzkrT5DdI87A3h/Wn9/PzDRok2EI4+wUvEIfoAAYmLANuuJNoWJtjQcc/TgHxhA7jF99uwZsDwFljhoxw3iakEMp6oFs9WjoqLCxsbGMBwBZBXVtm3bIAUNMJaBUf/+/XtlZeXhNCWMdQgUMo69adMmX1/fIVePYt0UjvXEFcj+wpaWlmXLlgHLo2HTE2XAeyIBnHv9+nVg/kXuzQz+hI0WfXha/C/AQF1dHa4AWG5LSkoO3cwL718CW36tra3ARKuvr4+rcUzdIykAAghlfhS++xhtIhPZGkh9CZ8offnyZVVV1e/fv5mZmYHc3bt3nzt3LigoiJWVFXNPKgPGMffDpoQFAmAgWFhYwHufJ0+eXL16tZ+fH3zYk2F4bQgBRndhYeGhQ4eAVSkDeG44KysL2AvX1dUdTsP1uI4oCg8Pf/XqVV5e3jBo/GFt6QIFFy9eDCyPgB2UIb2NEtfRBGjsR48eOTs7AxuFEC7Q72vWrCktLQV2CYZW/wxrRwWz821mZgZsG/X09EAGroFSs2fP/vPnj6ur69CtRCERB2z5rVu3DtLPxlXkwsdQqTKuCxCAm7PHgRAEonCzjREbI1p4DRuuYiFYexhPIMTE23gFLuEN9iUvmRDNVluhhdEpDJ/MD0OG+aTN/OSjt9Z9t5L39MRV0zSIE+M48hXh8ziOoig4UJYd/2qu+yYPC0awL8siVeMAhx1iSfEy6lQfjDH7vpMRQufctm1vykRvzaURO7E2Iuw8z3zOnREGO02TSEIIMOoYY1mW67pCIkEU1Ei+ucGb444fJxF+1lorPtR7r7UGb9/3dV3Lqrfruuu6squ7eVILLy/hVUqd5zkMAxJuuui2bSnP0Uh5R8Sh0qaOF3OKrAZKi1+RqjqcFY9EV1X15zC+AogRaMeZM2fCwsKQO7nALiawa3zkyBG05ir8lCLkbiXWU+mx1vOYd0tdunTJ29t7GBS1RErdvXtXWVl5eNQumCXU8PMv1iMt8agZEv7F9BRmoxBPNTkM/IvJxZWq0YwCVjMqKipD0b+44hR/XA+t/EtMzxJ/YiDPv0ATAAKICbOmZEA6tAhtKRDaaDLaiQrwQ5HQzqhEG1IYNrtf8Ny8iHwROsPwAriubR+Wt0NgJlq0/DJEDyVA46Lt7SY48Dvk/Ivnjg2sF8fiitahMq6L6V+s2RNri2o4FU2Y05/4L/okGwAEEPo6I3iII9eIaBe2wKdI0cyCHx6B/640uA+HQbThum8S7k3k4yyGeqOBgdC0/DC+aAlXWTwUvYwn+jCXRGD2Voecl3G1dzHv4cB1rfJQHzHC3wJGC5DhlIWxNpIYcOzDpAQABBATWtcQebgZ67FYyKfPQ8QxD+bFvAAcsxXPMIymSPGP7g6Pdj3+oSGGEQBwRfFQ748SbCMSWUwPfv8SrEgIenNIJHWyGzpod1wOj9Y/we0hVPEvQAAxIVuJdZIArTuCNhiCeWc68nGAWHdoYVbPw7WEZcC953Io+h1XihzJl24O4yYFMeUO8t2II8H7Q8WD5GXDYTaeT4fiCB4+AAGou5IcAEEY2JDw/79xZXkJB4nE2gBWaFD0bmJKp02XYTgp3Xm7SZeXxhiqugnH3eTi7gptTyn1tyhpr/pr5xwV+GWGTgILm0zjtcWR9x6PsZ47dT7F/jQy+ucefEUPOzUDCHl76O/Lz0EAv+RfaGlkd2Yofgb1qQwVY9RaW2tz6siQlsXpLa7qt6QmitEMtB1KhRDQ2N9VeMUunEEXfpDwLHbulAB8LSKymZife7yMUpqbAGJBLq2YmZkhM6MQoKurC69c0So55GqSAXVJGNZzi3BVqxcuXFBRUaFDDA2GwSigG+7fv6+kpDRy+mfw9W/D4xIYgvELLGSB8Uv/8n2gGoXASnSY3WhEsBGsqKg4EuIXAiDpeYTkX0rKK4AAQtybhnamLtbDw7Dexc2AcYIa2gA9sHrG2h+l7slMA9vBJ9IN8BAeOQDXUqzhB5AT87AvdOAtbyLHLYaHf9HWggz7bDty/It12IN4jQABhOhlAot4SC8V6zQY/JQGtP415nm5mAdTIV8igXk76YiqUZC79SNtec5IiOshvc6TDADJ2iOnqQRsN4wEbzLgXuk67GtQBrKWwQIEEBM8P0CSCGRolwFpqBZS9APFIePFmCPsBItOtMoDOe/h8slwHRdCa1IwjILhWK+MtJgdCU0lzC7BsK9X8NyjN4zTMJH+RautAAKICe34IczrfDHPKsJaXWMdtmWAzcQiz4+ineLLMIy2wRBs3yGPg42cXviI6nyPnM7oCGkBj8z+GfK4/QhJ0phbOonP6QABxAS/9Qx53wvaOc7IAziYSxDRTmnAv1sLa0EzQlLnCCxk0a63HCH+HTY3MRBZ2o6Q/jfWRZTDG0DWc4zA8pnIPdZwNkAAMSEfXYTZ8sK1KBd5rhRNBPkyNWRdaCfk4apNR8FIHi0ZZvXKCFmNMpqeR/07wgFAALEwYJxdB68UIeOxmFeHI9/gDa8yFyxYsGXLFogCGxubwsJCZJW4xopH4CDYKBgFo2AUjILhBAACiAVXGxN5cSnawlq0Rjew79/e3v7+/fvly5ezsbHh2TCLeTD0aBtnFIyCUTAKRsGQBgABxMKA9wxYeCWKPPYLWdwL3wmzb9++q1evzp07F353N+b2GMyV8SNq+ckoGAWjYBSMguEKAAII53ZG5DoPXoliHq4LBMeOHQsMDOTi4sKshrEOr4/WnaNgFIyCUTAKhg0ACCAWBmx3QiHXlxCA9RBdyKGpT5484ebmjoqK+vXrF2RrR1tbm4qKCq4lmqNjuaNgFIyCUTAKhg0ACCDEVS14DoZGmyiFn7gL3w/64sWLBQsWrF69es2aNbq6urW1td++fYMfjYR2VwyaFaPd01EwCkbBKBgFQxcABBDK6fNYj5XHPHgBcpAC8mZTU1NTVlZWCDcoKAjYMT137hzaqQ4MGPtHR5cajYJRMApGwSgY6gAggFCOb8B60DZmnxKzH4k80isqKsrBwYG5ywWXOaNgFIyCIQpGG8Gj8TucANlVEkAAMTEgDeoi90ExjUYThJzECyRlZGROnjz5588fyH0mr1+/BvZHpaSkIMt6kbWPVpyjYBSMglEwCoYZAAggJgZsq2rRRl/RZk8h06XwMdvg4OD79++fOnUKomvixImWlpbwWxhHmzmjYBSMglEwCoYxAAggxD3eeAZsMTu/kPu9IWxNTc309PQ+MACqt7KyKiwsBHZMMa9QHz0LcBSMglEwCkbBMAMAAcTCgOP4eKzDuchnGDEzM0OuLAUCd3d3Nzc35H2lyJUocm2K667vUTAKRsEoGAWjYCgCgABCWWeEttoI63pa+LUw8G0taLOqcFmsN6yN7nUZBaNgFIyCUTCcAEAAMSH3NfFvRIF3NJH7lPBdpPBOLdwQyCIjzBoas3c7CkbBKBgFo2AUDFEAEEAsaN1E+FG6yOJo/VFkLtphC8jVKnyKFK4R87SHUTAKRsEoGAWjYEgDgABCOc8Ifqc3A9JlahAG5tgs2qHzaKcroF1ojFyDIi9rGoH3Wo/6lxj1Qy6gRuZUxWh6HvX4SAbwYAEIwN0V7QAIgkD///N4Vr8lNja6JLEoc6sPSK/jYqDAHo82jpMDTSJKx1tC9k+nLQP99axz1fRvKQXj2rsB67C0pkkpLyzFEYyMF7sqBpg7nZ/Tw7vq0RN0xosDgnwe1Q6H9jCbx/D7hV+B30z2nbFuYJ+2L4pfomZNDvuu5Jw/U9ATNu2dx4B+GS/ac/r74RR/rlorJh1X4X1L72gJ1jGpP7oiYdTFJoBYsB5JDzFdR0cHrSzDzIHEl6oM2Jb+Xrx4EbLTFM2TwzVR3r9/X1FREbkwGt4AmCjhO4mJ8S9VyruBLXSUlZWHfUpGjl8VFZWR0/8Axi8wPY+o+IWUVyOkc/ngwQMFBQUy/AsQQExohzDAB2Dh05mQraLIY7CYC3GRl/iiHaiLtUGB9SDfYd+4G5kXmGOe7EFQ8RANn5GTkpG7aAR7DMOsqCXYgx9m8Tty7ruErOkhL+cCBBATPHFAKku0cVcG2K3daHUtA+qcKKl9U+Q9piOn0EEbUhg5YOTE8oiKX8ixoJhtoGEfxSOq1Bo5+Rd5cpOkkAECgABiwuyGIncWIQz4EYDIxx6h9R7Qlg5hHchF622MqMYOvL0z0nLgCBkBQytxRkh6Ru6PjpwoHjnpGXmR6Ujoj5I9vgIQQCi3c0NGcdFuTIOIQOo85GFJIlcYoY2HYG3ZoS3uHfbt95HTH0Xb6TQSsuLI6ayMzPGVkblzb4QU0aS2huGJASCAUPqjWPuakP4osNaEjx0jT2pi3RIK74XgT3PwfvQImTKEt3dGWv9s5DTkR1RnBfOeqJFWtYyo1sNISNtY7wzFnwAgJEAAQdcQMaCek4C2bghS20GmMyGK0bqnyKkKrgWtD4rWzYUoG5bjQqN7rbA23gdnJsQaWWjnXA6nzgoe/xLpWayXKg6hEhbrQeJk5NlB7mXifUSkyqESxXQrfpHrSoAA3FzBCcQgEISzouRvE3pPX5FUEVKMSQFqDz5sxQ6SEOGWExbZ5H73MT4WERTG0XV2FV+MMRJl4tlW35XicUuGSCkppd7fIqUsFSFECOGqW+u+D/uEgXzbtK4rWM75cRzPSAr9cjfzPKPeArzbtrUlKW6zKdAYY4StobWug63zPLuuQ7zW2qaVDcELdhzHK3fTNOGNzzAMzUWfRCXknPu+RxKdc/W0LMtSkIIF9tvdqoioXrQAqixa4syNMbf+ql1+C4lQvPf1wx3ir/Z9/0ss9xGAmytGgRAGgnVe4DOstQ7WNgZiLfgFEcF/WFjZGV+RVvANeYKIWKS5gYXDM941V8VUC0nhZnZnZxPMR4t5bknd9xbcV+kxgiAYhkEpNU0TEBrHEanIGAvD0F3/7feYJzVeMIwxVVVhH5503nV7sIOg7LpuXVdMWWu3bUuSBKHpr24gvIQQcRxfmi0kSJ7nbdtS5DdNA73oYym99TeKIvdmB3aWZVrr4ziIH/q+9w7W8yUUgQjsyJ26rqH+3yCiiJZluSwLxfM8z0VReC2VUFSklMhT6oUgiShoz9QEvsICklA+8tUPfOFvmqbkL8aFr/Z955zD+P8bXgJwd8Y4FAFBGH6RLTTU6yyuIBL3kJCgdwP3UGicg144hRO8L5lkw8hrXre2EGOr38zOP/Pb2OBXv3j9H/21bn2KwO4gUnzG/TRNlANRFCmXKAX4HQTzFAC5tm1b13Wapi/7nKDKAty9bVue53EcYxpjmqbhyZVHfcRIMp3neVkWKOS2VIJgHEeWpZhkWIrI4zi8jmSHd11XGOVz35zJFCTKbBiG7yhzxYlwiQQzrIkT932XeB6Goe97egDZEkg8g/08T4/0FTVAQW9TFIW8BDpsa63gdepj13VlWdKcqZO7vPavmBQHSZIIXpCSnbIsc/mqqiqmlIT23/gKICYGjFOKsG5WQQtf5KYr5F4XiODevXvfvXsHLGuQB4cxu6TDqZfGgHrUAKToAeZP+OVxQ2uck8jBIkhBo6amduPGDWDFCUkMwELH29sbkkyHkH/RHBkfHw/sfkEKU/xBAVl8N3THwZD9a2BggHaV058/f7Zu3VpYWMjPzz8M8izmHDBau/Dp06cvXrwAJmm4lKqq6qtXr/bt2zfUW/lo3SR4uQRkL1my5MCBAxkZGVgXmQ7p+EU72w9IqqurwytOoPi2bduA1SoweVOetgECcHfFKhSCUBTe1ihufUGzNPhn0ZZfUJv0Oc22NwehtAnR/g5ckCjlLW94vgYRbUjv7Z6jXU+vKDbcMoCuaBqOu0TVGOZ5llKSdFZofCYmfPxHW6b+um1b27Zaa8KSoDXxB7zhqssRAo1S6jxPxhhWb0KIaZqGYUhtMf2s7aIPGb4IRkkkSmutcw5vZl4+nBrvLTGChomgsywLGD3NRlEUpLmdtQNf4RPYue87sBMtqHvvSdaRbivLEqu3vPw5xfLpAlGA01ZVRZOwrmvTNOM4UrzK+jT/076owKZgQuBD1NV13XEcnHNjTF3XIBB933/FrG8BuLtiHApBGJr82evgILIxKISDqBcicCk5AOEq/yVNGhJwc0HnGlMfvEdbKL9uM78nAWjbVZMZvY4pBz6FjtaWdWG1lt4v3ffCDsYY932nLAr/w6dGiYM+3PKDrpjFygk0JIRIKXnvMSHHwvQpQVLvrWtrw4jVjuNQShljRhyrXX+7SpNzLqVQ1cY5p7Wu85yDRuHkKUC8rmtZlm3bOHKozehUwqBnClqIgSAGrZQSHEVwhxCsteArDpCYsj6AL4A7z3NdV+DLqVMoKJYR8zzf942AZ5qmV77+F4C8K0hhGASCoSB+zpv5iXef4EHxJoj+w7NfyB/yiQ4sLDbSS+mhpjkEhIRkmXUz607WB/NQfjYN584O4wxkn+O3p8ooMlGE1O21gDresk1dkLa7HL13MDtOyP7hP8JaK1wTLA8Q55y11qTnXJfMvuPylwuQiIM1eu+llEuT95kiX4ZKKSqOIsIaY87zbK2tGGRn0R/89jiOGCMZOPY4ZMr42aY9vwmxtRZOi48HnJYU2ikl5xyvf/L5HvjCXuAbQgC+ZBTilRCCVFellH3fv6UjewogJuQalAkGGJBOhEIbd0abEYSrAcYQsIYPCgpiY2ODq8c8qwG5fTfM9llu3br11atXwA4ZxL/x8fFHjhwBRmFXV9ewrEQhg0KdnZ0BAQHAqAT699ixY8DadGgtYcUzCYp1UJcBvEq5p6fn1KlTBgYGQ67BhCfToXkEs2CSkJCAjPESY9rgHDFCjsT+/n5gXaKvrw8RkZKS4ufnB3a+4WqePn368eNHRUXFoZtJ4akXWKkAm/hA/+rq6kKktmzZAiyvgF6GDBkC8++hQ4c4OTmHYnmFOWJUU1PT29sL7NvAFzo8ePCgoqIC6DtIeRUbGwssr+bNm4dcXpGdngECcG/FKBCEMPC4z9j5Af/lB9SfqPgpaztb2xtuIIRzt7nOTbUIC0rizCQm7/3/u5YtGTCVoNTiBbACzuCmLwu5+3V9TMbG08UYpRhIveOcW2t57x/Jo2MM9mWIx/medOhQxB3f6JjHB/AXjq61WmtfZ3Y2Xu6ZcftTwzTGQB0ihsXjc07d/XDoVaUTSylCohK9yGBkpfcOWYzzHqr4JUsDiYYQcs5UfjTilRjwivPfh+KV7maFf1NKrTXNR+NrGq92Xfi3fQQQYgIPs/LD2q5BFoFfqQZs1+zdu9fPzw/YnMFTHg2/ugTzMFXMs/uHq69NTEwMDQ2BPbM/f/5ARGbNmgVkODk5DcUpUqydUbSO6eLFi4GlD7ABC5kCZxiy97th9S9a3mdmZi4oKDh8+PCOHTsYYFPCMTEx8A7N0Eqx8Ky6aNEiYCRu2LABsoUJnlZZWFh8fHwaGxsvXLgA5D569Ki0tLS4uJiXl3foDnUCGZBEu27dOviWLTwJY+geMIfm37Vr1wLrI+QkbWpqCqxWgeUV/KyJuXPnAlO1s7Mz5ZUUQADuruAEQhgIwoFpIc8U4St1pBIbsYJgA7GT5CPkJdiECb5vYGARD+/gfvEjkvhw2HVns5uMLynqyn9dfhZGzj1RbjVC0opBvvcni1zEe5/UFv0CRFT+H0afghpxJ8Z4HIdSiqUh7/26ru3GHV6paAMWmecZXxrutdb7vvN8IZ4BiYo6DBLHZVmarvgRL6wZQpimCbiQpNdaMWutxTKFpy27ruv7HiZuNHVgCIIRx3HECEjlYkTMIv6COKn+Y4wZhqHdYhLNJE4LI4rEz53TNtocPeMFLxKvc45SfcSbc4aHp5RKKWyXcpvVtm3nePX3AuAtgBiBhp47dy4sLIwBaYlpeXk5sGsMbIriGuZCvj2UAeOaC7S5JaxH4UCkLl265O3tPTzqGDS/YwXAaIMvrB/S3iSGO1T8S9AX8PExgqXMkPYvsjcJhgkE3LlzR0VFZWj5lxK9QyX/4vEyWvziifRhUF6RGjjkpWegaQABxIR2Yyh8eg//JnR40wbe30I+LBB5ARgDjiHi4TTMi3b/+bA5e4Fg/xuzqB3S54ph9SPyfP+wiUQ86xWwXuEypGcoiI84rDvdGYby+T64pHBFOsPwOmmOmPRPFQAQQEzII66QxbpYK0jkQIf0ROHbYyBc5L2S8FMk0OaZMAffh0fZhNygw1/ZDOMEOqSP4MdTguAvXIbiOWp4/Is2ZYO1CT8Mylk8Synx1KYjAQz1e0ZxzXTiP6SWcgAQQNDNLfBaE+0oOzQ25pgAA+odami9W2R3o90qM8xusxshV6jiymZD+j52YhaQ49rsMRTjHY9/kc8pxdVHH6J3D+DKrZijR5hdtOHdAsaVqofN2AOeuoZaPgUIIGg9Cl9nhHySEfIJcPBj0rCO+mLe2o11ZhTIgJxHOizPrKdWgh6KzQVcRc+wvF+WmLw3DBI2Md4cEgUufkcO79EjUsMBTc3wyL/ExympI9twlQABqLmiFYBBEDjI//+4nqsv8WEyQUKXK9YavQlBZFepxyWoOy/SZzJijKqbLpeezj+Buiq1aa+VsNJQSqlHobM4hrVI2lFiwTb9J38530dEAKgJtJUk0tf0rHD7OWdL8u+b6/jyjeOSKtRNMVsvkTPPLhFL8FWqw5e77b9ls/ZhdLWCqZznnvlvaYwt7jvXPCEExvdRZzcLr79wl1NXSiHHVbMEB182TgHEgjyMg1wFAs0yNDQEkvDDsbDWEFhrCwZsq8KwpiFgVT341/tREUDWv42c6RZgpQLx79A9X41U/yKn52E2eYFZlAALHch6zuHtU7h/79+/DzmGYtj7F+JBeHoeIfH74MED8o6vAgggJlx1NbCrBKmW4T1IzMu3MS/+xVXnYz3baJidr0vqIMNIGM2GR/FIqEQZsC1gHt6exTw0e3j7F9eda8M1JcO7TyMkftGuQSQ+igECCLEoF606RBtvhC8pwrqSCM/eALh6zBFOzEuwhz0YNnsJyBtFGfb+Rb4zZIQUPQzDdBacpDbTcAXwrtTIjFPioxgggNB3fzIg3ZOOvHgP3jGF90qRDydCXn+EdYUx2klG8FXBcFtGVGyNhKJ2JGwBwvQy5E77EbVNYuQMNqC1BUdCeYU83zdCIpc8nwIEEBM8vJBvLYZcLQlfpguZJUW7PRR/lY45l461SEVbczRagw7v1vqwHwobUT0zSLthRPVBMRdUjpAu2shpGuK65Qk/AAggJjTNyMOw8PMWMAeOcRWamGkLa291pDVzMENjpDXeGUbG0gz4yM0IScwjMP8i+30kLL0ZaVFMXusBIIBQLhmFD9syoC7Zx1waQ8xRIGgqkasQSK08okbACPbVRn09bOqVkRm/o+l5uLb7R+OUIAAIIBbMIgBzrhSzRkQrO+bPn79lyxYIV1FRsbW1lZWVFVcRg+te0lEwCkbBKBgFo2DIAYAAYmLAMQqMdaYHc5AW2LNcsGDBrl27Fi1atGbNmlWrVn38+LGqqgp+xxsDoatMR6vSUTAKRsEoGAVDFwAEEGK9LjGHCmHtQT58+NDU1JSLiwtSy4aEhDx58gR+JAQDjrFmYg41HQWjYBSMglEwCgY5AAggJlxDrLhqQeSD/SBqZGVlnz17BumAAqvPEydOmJmZcXBwIJuJPG80WoOOglEwCkbBKBg2ACCAmHCdhcuAtHwXc6socp0aGxv7+fPnmJiYmzdvZmVl3bhxIyMjA/PaNbRqdXQ4dxSMglEwCkbBMAAAAcTEgHpoH9ZrW9A6qfCL0hjA06gsLCxTp04VEhKqqqp6+/ZtdnY2JycnA7Y7QJANH+2MjoJRMApGwSgYBgAggNCvHUWbH0VbXvsPDODH7ULU7N69OzIyMi4ubu3atenp6X19fRMmTGBAnXNFO70B7WDeUTAKRsEoGAWjYIgCgABCuRYN7SgHtOO+sC4Xevny5aJFi0JDQ62trYFcV1fXpqamw4cPHz9+HJfG0epz5ICRNuowmrZHwWh6HoEAIIBANSX8dCH4baMMOKYzkfe9QKTevn3748cPKSkp+AndwsLCnJyckKME8ZxNj3l7zCgYBaNgFIyCUTDkAEAAgSpO+PWi8NP9sR5fh7zvE171qqurCwoKbty48c+fP5Au7LZt24AMY2NjXHfQEHlO7ygYBaNgFIyCUTD4AUAAsTBgXDWHfDog1m4+vK4FkiwsLDNnzszIyIiMjIQIsrGxzZkzB9glhVSr8KvWRuBpnKNgFIyCUTAKhj0ACCBEPcqAdJsg8sm6mFdmQgCkjoRomT17Ntb7StF21MBr09FVu6NgFIyCUTAKhgcACCAWBmyXD2NWn8j9UQbUC1vgHVm03iqeDihc72gPdRSMglEwCkbBkAYAAcTEgLqeFjJXCt8GgwdgvWEUPtjLgHGcPVpNPFqDjoJRMApGwSgYBgAggBA7WyADs1jv1YPsHEVeZIurtwrp2sIXLqEpGCGX9o2CUTAKRsEoGDkAIIAQp/fBN70gD+2inXOEeZwC2vG8kDVKDKjXxWCdLkWWHTk91NFe+CgYTc+jvh4Fgz9mSYplgADMXdEKwCAIHLT//7me81t2cCCR5daqrZcRwZaXplM0z8JlVD8SMzFGa/nUmhZ2t2om8zRdW07KwhgR4ZgFrH/JaGvdWd6zYkwp4ScjhJBnZu1Dp7+uc2ekpYdCAv4yPpG3AFqK1wZCnChI7/cd1HyF/L1FupqPVrqmSwjFGHir0akuFhf9jzcMWWlmJfAejWbMzvz4ubNXtL7Y5C4iCVn11fj5faI9PtAPDlg8oa90z30VrSKB8SWAWNAchHzmn56eHqT4Qz50HjnFM2A7gBd/DkFTc/HiRWVlZayRPSwBMFEqKSmNnPHtO3fuAOMX61LtYdmYvX//vqKi4siZuQAWOpD8OxLSM9CPDx48AMbvCOmZASN0RMUvJD2Tl38BAgjlBjRM/ZBKFFItw4+nRxvLxb/TFHM5EgPSTCqy1IiaOh0hPkW+fW/YV6LIDdgRMvQHP2tlJFSi8CE0YsZjhkcBhXYi+rBPz+SNEQIBQABhud0MczwBPkbHgHpzC+Y2UOQJVAgDUl9ibi1FW4g0cirREbXMCnND1DCO1pG2MRroX2Zm5hE4WYin/zBacI1MABBATLjaVvAdogywwV7kMhFP4DJiAKzdU7Saf/S0o2Gc95BXq42EzvdI6K8wIE35j7RaZPTKjZHTWiJSGUAAMeHSAK/nIKNVmIUFnlMU4L1S+G4ZtM4oA7bbY0bC0NDIrEcZUGfKh3H8UrjiZojG78hJ2LReujXI43fY51/kHiORkQtRBhBA6Pd4I5uCbChyhYq2OBhrKOO5zmXEtubQKpJhnygZMFYGDvv+6MhsNo2cET/MAnAkNP1HyGwFWo+RpCIOIICYMFvQWI8GxFyjixa4yOczIOtFFkRedYL/4MCh3sXEOgY+JEofrG5G8w4yd6D24dDav/hjlhjTBnkIkJH1hnRuJdXxWJu8yGtEhp+vMRUPlRjHU2qR0Z8mqScKIQECcHfGKBCEMBRd8EKDV1m8gd5CPYqF2ljpKcRDKWzYQAgObLGdYyFCpnn+TMJnGP11tcv9vAXet3kvDCG8v0MpVUrZmvHmd18PujRt+x7mnMOTKIQQaOhrrad7C1Sw9w5QWmv+BwvMOWfKBIg+wEsh2hiDE2Gueu9RX5pba+eaDFzMOaWUJCInggdSSsRrjDnaVOFirUW82xtqraV9QGSMHurDMJNB3+u6iGurSDFGgsVsP7Es8/5C+pKCFIX6zMW978bf4yMAeVeQwiAMBEufpfEP6kGI3hTiIzxYfEmuvfgDX6Co4GNUBOng0kXMpfSWdg/BkFyGycxu1JD7J1uKS9rjX/ypq7VumgZ81HVdVdXziNu/vrb1PG9dV7ozB90gCH5gwx1Fkeu65/vvOInmed73PZ4h17ZtLbVaE6/jOKYLQ6JCiHme93f4vm9v6UAqllLCX4jcoiiwYtlcwK9SahxHTAO/XdelaWqXtC9H2BkvyRN4wzDk0gETwO+yLDSK1mr9EtGPIwgO8MZxPE0TJ1Hol/jdtm0YhizLrCsaLh+PyrJEvUvrGYVRkiTAxaNnfk1//hr7SwDurh2FQhgIwsPOQuxyBosE7yF2OYjxBIHUOYilIp7CC+gFbMXO6g0shMX3KexiKoVYDJPZT7IbX7++/GxruWxu0Ni2DU60rus0TTGhKIqqqqC38zy/lhcFW3zjaowoiAx/nXtGWQ1QQGzDMMzzrLXm6wFOxXsPiZZlSS0Qbdv2fX8cx2Pwhio52oDhK/8Z/AJR13XBmiAjEUKs60p5Kvi11kop8Qp+jTHjOO77HpFyLxXjF7xwG8C7LAtvYed3o8Zri8JwziHaI1AIc/M8n6aJAl/iVymFaUmSNE1D/EaXc3PUhJeegTfLMngofhb55xD0tqLfAnBzLScAgzC0dA2Pfs5u5KKiy/hBwR0aCOQQ66mFYj1IkAiGZ2L0qefqfJVu2x4TOYqPkbHjGAPScyEEzVqQc86k829qmlHF7LHspqGWjdk5BxDDYskiSymltaa1pnaQe+/e+x/Ya61l680cXnef26u/HrEGL661AqakgPjGGJ/n75+f/jGrby+F7LsHXaGMib4xBoSUEvkvFikl4BtC2NrqmdhWStF3tjPJ+Eq5BODmClIgBmEg7EkfIKJ48uJXBN/jI9Rv+Zi96RM6VAjFlu5h97A2B7Elh6TBySSRvm4sO49Fjwgy9kIIxhhNTLEaY7ACZO/voTxyPgq0rbWODwIppazYJLm0+VxkA2dba9Za0gGFArtfy+WPVG9qNkzx/ZLG/kkGpaP63gU4iz2SKEoTYCt5p7VWSj0m0xz9pTeIL+d8zM9SSku3xyY2jwI0xghnvfd4RHx77zi/pA/ollIux40u/x00Gmbw1zkXQiBlii8k5/wrMzYBxIS/FYNZ88HP84VoERER0dDQ2LBhAzCSIMrWrl0LL3Mxt1sNvw1nyOVsc3MzPJQWLFhQXl4OL2qHYpsdM70SPDdryMUswQSJXOy2tLTA43fhwoXA+AVmxaE46AIva9DGu7Kzs21sbLy8vNAUMBC3BH0I1S4Q/6anp9va2np6eqLFL1AKGL8VFRVULGoHsHMWHh4OFGRlZT1w4MCWLVuADUEG1NNRhm7koh0iBok+iH9ZWFiA/t20aRPQ4xBlwPIZPvMNyb/AphJVfA0QgLtrR6EYBILhNZbBu0nAJp7DD3iBVPEUps9ZBE+iVm9BCItJXvMqLQULh5HdnVXHz4/0hh108TU2DACGWmuoWznnjLFlWSilAAB0yRupjdXRAJL0kQkhhFIKdm1KaYDu0IQ+xWted1zDy4F5DLzNOUozZ11XKeV5njnnfmUZBmWtDSE45wgh082DrPcK+E4x4I0x7vuO8wrm1xgDUbhTfnGO8d7XYA5l/TzPVWc3/d5OKX7szx/HUfFu21bx3tkHfmt8LqX8v4yvAGJCG7XDFR+YfWfk5szMmTNXwwCwHy0lJcXGxgafXkU7rR6zITwMeqJYxYGMmzdv/v79e0g32+F+RI5QICkpKSkgIHD37l2491+8eAEZKRoG/kVuN+DqkAFlb9y4gZwPh+haRyBZV1fX29t74sQJ+MSwjIwMsE0MuSYMAp4+fQpsMQ+PC09qa2v7+vqOHz8OWWWDK1Xcvn176NajmBP50dHRoaGhQI8D41FaWhqYf+/fvw9X/+TJE7T4HYrz38h1DcS/wISNvPgROQtTK34BAnB37TYMhTCwSKgQlFBRgsQCTAjzMAc7IGbJKZYQcj56UirH9Wvu+eDOyOD7lRywGy9M/89357HVjjFKKbdnULcRq1H+5n24T/dudzvrnDPGCEshiJdfZgYwPxRCcM7B0Z+ktNbK0tHrMxLYN6A6sMM1UjUjt14hEa219t5PUYEbZvldaxljZOX3LV6IaGsNeFk3GXONwJ5SOtev6NjzMgEKpNVae+9h9PefgWcSnd/XXJMq5ZyVUowDe3+m05cf4yEAd1dswyAMBKOIoaiBzrZgFiASJSV7IChAZg5EBRvACm6hyCkvvZzEZRqHDmh8HH9/j8377rTeN1eTv+8K1dYgqmibpoGjybKMANh7fXPL+39dxHscRxRFXJ30fT8MQ1mWNk9eGAjnZDmNnD91Uq8JpVRd1+u64gqMbVVVeZ4jFH33Q85JQfAbx/F5nnTadd04jsDrqc5yGLZtS0k0TdM3ix0EUkrmd9/3x+uAVfIdL5LoNE30dwRzDYBJknzEb1EU3vkkW2Su6wrD0BhD8Jdl0VqDVogS87ttG24hfkEu3mfv+HXipdw0zzPwCiFAIuszPQriF3h/kkefAlB3xjYQwjAUveIaKhSUNZggW7AAAzAAUloqaMgEsAJT0Gale5IlKwJOuuIad4GkwPr5398oVt7lp9xPn95P1WpS1AMXkDDnLItDCDHGx7vryj48Q0nld35Sn3nvlXV4eSwFm9Kob1CfhO70fa9Q7vtOaFg58uU0TbyRlhhxUeM4vmz2O32Ld9s24qXUBl/nHKwTUw/W0NWcabi4B1z5uq4Myob0qqrO86Q2hdolvsuyILWm40VnU0oMuq7TKTiL4LZt2zQN+Mo2EP6aw7e8H1rM0DAMdV3rX8DjOMQw8Sj81aJ8nmfwNUfeMqFovDpFHpW9fdFnxqLPf9GrjwBiBJp79uzZqKgo5FqtrKysurr6yJEjDBiLiSGFCNqwGFrVizlWhrmqClKhXrp0Cb4oeXjUpmitJLQrw+7evQu5X34I+YXURIasfqj7F+0WXoIBMiT8S8WGzpDzL/EeR6uQhlD+paQRiRY4wyZ+iRQHdg9UVFTIqMgBAgh9nRHmtCjaZDVcJfLqTYhGZmZmtGFABqQRYHiKRLtMbTilQrTAxQzDodK+w3XeOjGn2A/dTSCYzVt4JA6zC/4ouSd1SK/HxjN7hfVmZeQ5qSFXKBEfZcSvEhgS8Yt12x7BjEAJAAggJngvE+vVengiALKGiAFplRRchAFpKw8Dtq0RI6EpRzDfDpWhIVxDKGiCQzdacfkXTzNo2GyAxlN64mozDaf8i2uMYeg2ChmI3gqBtd0w5JI38ef50NRTAAGE5XxdzLtZsHaZkWdPMc9nQOvCYu3mDo8tpCTVIkPCv/gb78NgwxKR/iXYjB1mB3IRIzUM4h1rrA2nC7qJTMakRv2g9Swe/+LaaUL1zAsQQExYjUbbnIu8uxRPvYt5zxpmf3RYNuopzMPDssUwEqIYfz91JCTvYXPmxmh6xgpIutd6GDSRyY5fgABiwdPzuHDhAmQPKLzriXb5NuaoCOYQGa7LveGdVOSN3sNmaymeTHjnzh1Ibx4YsMDgJVjyEr8sYnA2Le/du0fJYD6p/iIjHDD72QQVYz2lC0IC45eYITI87idpkReR5uMZqMSc3SfofWT/QvIvZFoHLT1T4i9aV/mk2g53MDx+4XcwD0hLhQ72QnwHL6/+/PkDWQGDtoKSJMdQOGCOeS40tcIBvt8UMz3jWaMEX3ULEEAseMoUPT095HoUf7WPvw7AzKsQF1y+fBmyHmzY3wwDAfD1byPBv0A/3r9/X1FRcSTELNy/o+l5JKTnERK/8PWr+FeBDNf0TLx/AQIIek4C8q2Z8JYmpNcIP1AXeUYTz/oozFODGTC2xyAf48CAY73r8B4BG/b+RRt1GAkA+XL7kRC/aF2EkZCeh/TVpJT0/EZO0wFtuIVI9QABxMSA7ahiXObCT1jFVa2ixQTauTAMSBtm0OZTR0LSZBi+S3XwJ8eRM6tEixGnoeLlEZV/R0KjYQSWV2RHK0AAsSAbgTyXidyyhrOZmZnhswLwbiXBHIU2xIxnL8EwjqqR00HB1aodIZe6j5xCh2HkrbuBDM6NdstGQsImaWEKQACh35sGzxiQm06RTYTPkkLGgeET0Zi3ATOg3rnGgGPfIdYTQ4Z3ooQPj4zAOnXYV6LwcewRVe6MqOFrzAG20fgdxk1/4os1gABiwhynxazzIP3Rv3//4qo7GTD28aBdrIa1cEGeKB1RzZwROOjHMDL2wMAXE4yQAghtAf+wj1/k9RwjqrwaOW194v2L3LQCCCAWeCMabUQX3uNEOxqXAWNlAbwNjjwCjLnvBbNXOgIHDUaal4ncTTHq39GRhtH8O+rfoZWekQMHIICYkGtNyIAtrjY1sjhEy7Vr10JCQiD3JzAgHb27a9cuoHhoaCiQ7Ovrw9rGYRgFoyly1L+jYBSMgkHZDiYJAAQQC2QeFHnpEAO27a5odgCrzPb29vPnz8PrZHjnFViJzp49u6enR0FBAagsMzMTWNEWFhbCjUK7MWYUjKbLUTAKRsEoGLrtYIAAYmLAceY45ogush179+69dOlSZ2engYEBfAQYwlizZg2wJ6qoqAisL5mZmYFd0jNnznz9+hVZGf4NM6NgNF2OglEwCkbBUAEAAcSEVt7Bq0/MDaPI05xubm6rVq0CVpZole6rV6++f/8uIyMDHyiWlpYGily8eBFuOKQ/OtpTGQWj/e9RMApGwTDIvwABxIRZXzLAdrYw4Fg3AV9eBNkJgzxO+/bt21+/fklKSsLXHAkLC3NxccF7ohDFo92U0XQ5CkbBKBgFgwqQXTEBBBALZpGHPLTLgHq8HzIXXiNi9l///v2LNj7MgHoN+CgYTZej/h0Fo2AUDA8AEEAoF7kwIJ2fgLnmCO1sSXgXFnmPEWTJEvK59nDZ0WW6o/3RUTAKRsEoGH7lFUAAoZxBz4B6zRmaFPJ5Rsj1Lnw/DLBmFRERYWFhef78OQNsn8y7d+9+/vwpKSkJP1Jr2NzgPVqvjPbPRsEoGAWj5RVAADExYFzGgvV0XMwOJfIt3/CqV0hIiIeH58mTJ3CNjx8/BtasUlJS8P2pI+3s8lEwCkbbhaNgFAxjABBATAyo5/NhPdsP82oXtClSuBQzM7OlpeWaNWsePHgAVPDq1avFixcHBARwcHAwYLv9YzQfjoJRMApGwSgY0gAggFiQq0zMgwAx6zwIuWvXrlmzZkGqUiB59OhRVlbWuXPncnFxJSQkABWUlJRAdIWGhoaHhzMgzbMin0Q4Ou43CkbB0AWj+XcUjAIgAAggFuT8gLzCCG2wFznnALmurq5ubm5Y60KgCLAqjY+PxzxNF/k83tGgHwWjYBSMglEweADZ46MAAYSYH8V1MRDmgiPkuhN+txr8MjX4eiLkeVNMKzDPGhwFo2AUjJByZxSMgkEIyO7gAQQQE1qXEesiILSKEPkyW/jZ9JAaFFMZcn0J14hZSY+CUTAKRsEoGAVDEQAEEMpN3Wh9RMw6Fe1KUQbUfTLIs57w+hUuAplJRTvkYRSMglEwAtvvo2AUDEJA9vgKQACxMCBdQQw/Sp4B6RwGzIlSzJOJMEeDkY9igKtHXso0Wu6MpstRMApGwSgYBuUzQADWriCHYRCGIfH/x3GHvwwJKfNix2XauLWikMQOEIrIex49l/lhvDjG6L3H/Bf/PmXAmoLXiFnxDYakEbbOOTGoTRXkcMzaprsjGtyjhI3IBrm71IifGJLiFRIhz1pLdnG5123s4x/TGy9nZdVvJ9FdNr7Ru4Spfebda2rnn9FkUSvytH+k1+a89JzTXuJryGMWlFJ4w897BaWFPZe4Mn4V+vrj957e98BdHvJnNb3bSkeWfDt8liHBL6tkY+GK7cwovBXHcE86YIMTppiV6+D7uEnp8ZIoJECrke3RqtWwYGQ2eCGf2U/lGLXLSwCN9sZGwSgYTeej/h0Fwzlaae0XgAADALqyezn7XvvlAAAAAElFTkSuQmCC)

Figure 14-1. If you forget the newline='' keyword argument in open(), the CSV file will be double-spaced.

The writerow() method for Writer objects takes a list argument. Each value in the list is placed in its own cell in the output CSV file. The return value of writerow() is the number of characters written to the file for that row (including newline characters).

This code produces an *output.csv* file that looks like this:

spam,eggs,bacon,ham

"Hello, world!",eggs,bacon,ham

1,2,3.141592,4

Notice how the Writer object automatically escapes the comma in the value 'Hello, world!' with double quotes in the CSV file. The csv module saves you from having to handle these special cases yourself.

**The delimiter and lineterminator Keyword Arguments**

Say you want to separate cells with a tab character instead of a comma and you want the rows to be double-spaced. You could enter something like the following into the interactive shell:

>>> **import csv**

>>> **csvFile = open('example.tsv', 'w', newline='')**

➊ >>> **csvWriter = csv.writer(csvFile, delimiter='\t', lineterminator='\n\n')**

>>> **csvWriter.writerow(['apples', 'oranges', 'grapes'])**

24

>>> **csvWriter.writerow(['eggs', 'bacon', 'ham'])**

17

>>> **csvWriter.writerow(['spam', 'spam', 'spam', 'spam', 'spam', 'spam'])**

32

>>> **csvFile.close()**

This changes the delimiter and line terminator characters in your file. The *delimiter* is the character that appears between cells on a row. By default, the delimiter for a CSV file is a comma. The *line terminator* is the character that comes at the end of a row. By default, the line terminator is a newline. You can change characters to different values by using the delimiter and lineterminator keyword arguments with csv.writer().

Passing delimeter='\t' and lineterminator='\n\n' ➊ changes the character between cells to a tab and the character between rows to two newlines. We then call writerow() three times to give us three rows.

This produces a file named *example.tsv* with the following contents:

apples oranges grapes

eggs bacon ham

spam spam spam spam spam spam

Now that our cells are separated by tabs, we’re using the file extension *.tsv*, for tab-separated values.

**Project: Removing the Header from CSV Files**

Say you have the boring job of removing the first line from several hundred CSV files. Maybe you’ll be feeding them into an automated process that requires just the data and not the headers at the top of the columns. You *could* open each file in Excel, delete the first row, and resave the file—but that would take hours. Let’s write a program to do it instead.

The program will need to open every file with the *.csv* extension in the current working directory, read in the contents of the CSV file, and rewrite the contents without the first row to a file of the same name. This will replace the old contents of the CSV file with the new, headless contents.

**Note**

*As always, whenever you write a program that modifies files, be sure to back up the files, first just in case your program does not work the way you expect it to. You don’t want to accidentally erase your original files.*

At a high level, the program must do the following:

* Find all the CSV files in the current working directory.
* Read in the full contents of each file.
* Write out the contents, skipping the first line, to a new CSV file.

At the code level, this means the program will need to do the following:

* Loop over a list of files from os.listdir(), skipping the non-CSV files.
* Create a CSV Reader object and read in the contents of the file, using the line\_num attribute to figure out which line to skip.
* Create a CSV Writer object and write out the read-in data to the new file.

For this project, open a new file editor window and save it as *removeCsvHeader.py*.

**Step 1: Loop Through Each CSV File**

The first thing your program needs to do is loop over a list of all CSV filenames for the current working directory. Make your *removeCsvHeader.py* look like this:

#! python3

# removeCsvHeader.py - Removes the header from all CSV files in the current

# working directory.

import csv, os

os.makedirs('headerRemoved', exist\_ok=True)

# Loop through every file in the current working directory.

for csvFilename in os.listdir('.'):

if not csvFilename.endswith('.csv'):

➊ continue # skip non-csv files

print('Removing header from ' + csvFilename + '...')

# TODO: Read the CSV file in (skipping first row).

# TODO: Write out the CSV file.

The os.makedirs() call will create a headerRemoved folder where all the headless CSV files will be written. A for loop on os.listdir('.') gets you partway there, but it will loop over *all* files in the working directory, so you’ll need to add some code at the start of the loop that skips filenames that don’t end with .csv. The continue statement ➊ makes the for loop move on to the next filename when it comes across a non-CSV file.

Just so there’s *some* output as the program runs, print out a message saying which CSV file the program is working on. Then, add some TODO comments for what the rest of the program should do.

**Step 2: Read in the CSV File**

The program doesn’t remove the first line from the CSV file. Rather, it creates a new copy of the CSV file without the first line. Since the copy’s filename is the same as the original filename, the copy will overwrite the original.

The program will need a way to track whether it is currently looping on the first row. Add the following to *removeCsvHeader.py*.

#! python3

# removeCsvHeader.py - Removes the header from all CSV files in the current

# working directory.

*--snip--*

**# Read the CSV file in (skipping first row).**

**csvRows = []**

**csvFileObj = open(csvFilename)**

**readerObj = csv.reader(csvFileObj)**

**for row in readerObj:**

**if readerObj.line\_num == 1:**

**continue # skip first row**

**csvRows.append(row)**

**csvFileObj.close()**

# TODO: Write out the CSV file.

The Reader object’s line\_num attribute can be used to determine which line in the CSV file it is currently reading. Another for loop will loop over the rows returned from the CSV Reader object, and all rows but the first will be appended to csvRows.

As the for loop iterates over each row, the code checks whether readerObj.line\_num is set to 1. If so, it executes a continue to move on to the next row without appending it to csvRows. For every row afterward, the condition will be always be False, and the row will be appended to csvRows.

**Step 3: Write Out the CSV File Without the First Row**

Now that csvRows contains all rows but the first row, the list needs to be written out to a CSV file in the *headerRemoved* folder. Add the following to *removeCsvHeader.py*:

#! python3

# removeCsvHeader.py - Removes the header from all CSV files in the current

# working directory.

*--snip--*

# Loop through every file in the current working directory.

➊ for csvFilename in os.listdir('.'):

if not csvFilename.endswith('.csv'):

continue # skip non-CSV files

*--snip--*

**# Write out the CSV file.**

**csvFileObj = open(os.path.join('headerRemoved', csvFilename), 'w',**

**newline='')**

**csvWriter = csv.writer(csvFileObj)**

**for row in csvRows:**

**csvWriter.writerow(row)**

**csvFileObj.close()**

The CSV Writer object will write the list to a CSV file in headerRemoved using csvFilename (which we also used in the CSV reader). This will overwrite the original file.

Once we create the Writer object, we loop over the sublists stored in csvRows and write each sublist to the file.

After the code is executed, the outer for loop ➊ will loop to the next filename from os.listdir('.'). When that loop is finished, the program will be complete.

To test your program, download *removeCsvHeader.zip* from [*http://nostarch.com/automatestuff/*](http://nostarch.com/automatestuff/) and unzip it to a folder. Run the *removeCsvHeader.py* program in that folder. The output will look like this:

Removing header from NAICS\_data\_1048.csv...

Removing header from NAICS\_data\_1218.csv...

*--snip--*

Removing header from NAICS\_data\_9834.csv...

Removing header from NAICS\_data\_9986.csv...

This program should print a filename each time it strips the first line from a CSV file.

**Ideas for Similar Programs**

The programs that you could write for CSV files are similar to the kinds you could write for Excel files, since they’re both spreadsheet files. You could write programs to do the following:

* Compare data between different rows in a CSV file or between multiple CSV files.
* Copy specific data from a CSV file to an Excel file, or vice versa.
* Check for invalid data or formatting mistakes in CSV files and alert the user to these errors.
* Read data from a CSV file as input for your Python programs.

**JSON and APIs**

JavaScript Object Notation is a popular way to format data as a single human-readable string. JSON is the native way that JavaScript programs write their data structures and usually resembles what Python’s pprint() function would produce. You don’t need to know JavaScript in order to work with JSON-formatted data.

Here’s an example of data formatted as JSON:

{"name": "Zophie", "isCat": true,

"miceCaught": 0, "napsTaken": 37.5,

"felineIQ": null}

JSON is useful to know, because many websites offer JSON content as a way for programs to interact with the website. This is known as providing an *application programming interface (API)*. Accessing an API is the same as accessing any other web page via a URL. The difference is that the data returned by an API is formatted (with JSON, for example) for machines; APIs aren’t easy for people to read.

Many websites make their data available in JSON format. Facebook, Twitter, Yahoo, Google, Tumblr, Wikipedia, Flickr, Data.gov, Reddit, IMDb, Rotten Tomatoes, LinkedIn, and many other popular sites offer APIs for programs to use. Some of these sites require registration, which is almost always free. You’ll have to find documentation for what URLs your program needs to request in order to get the data you want, as well as the general format of the JSON data structures that are returned. This documentation should be provided by whatever site is offering the API; if they have a “Developers” page, look for the documentation there.

Using APIs, you could write programs that do the following:

* Scrape raw data from websites. (Accessing APIs is often more convenient than downloading web pages and parsing HTML with Beautiful Soup.)
* Automatically download new posts from one of your social network accounts and post them to another account. For example, you could take your Tumblr posts and post them to Facebook.
* Create a “movie encyclopedia” for your personal movie collection by pulling data from IMDb, Rotten Tomatoes, and Wikipedia and putting it into a single text file on your computer.

You can see some examples of JSON APIs in the resources at [*http://nostarch.com/automatestuff/*](http://nostarch.com/automatestuff/).

**The JSON Module**

Python’s json module handles all the details of translating between a string with JSON data and Python values for the json.loads() and json.dumps() functions. JSON can’t store *every* kind of Python value. It can contain values of only the following data types: strings, integers, floats, Booleans, lists, dictionaries, and NoneType. JSON cannot represent Python-specific objects, such as File objects, CSV Reader or Writer objects, Regex objects, or Selenium WebElement objects.

**Reading JSON with the loads() Function**

To translate a string containing JSON data into a Python value, pass it to the json.loads() function. (The name means “load string,” not “loads.”) Enter the following into the interactive shell:

>>> **stringOfJsonData = '{"name": "Zophie", "isCat": true, "miceCaught": 0,**

**"felineIQ": null}'**

>>> **import json**

>>> **jsonDataAsPythonValue = json.loads(stringOfJsonData)**

>>> **jsonDataAsPythonValue**

{'isCat': True, 'miceCaught': 0, 'name': 'Zophie', 'felineIQ': None}

After you import the json module, you can call loads() and pass it a string of JSON data. Note that JSON strings always use double quotes. It will return that data as a Python dictionary. Python dictionaries are not ordered, so the key-value pairs may appear in a different order when you print jsonDataAsPythonValue.

**Writing JSON with the dumps() Function**

The json.dumps() function (which means “dump string,” not “dumps”) will translate a Python value into a string of JSON-formatted data. Enter the following into the interactive shell:

>>> **pythonValue = {'isCat': True, 'miceCaught': 0, 'name': 'Zophie',**

**'felineIQ': None}**

>>> **import json**

>>> **stringOfJsonData = json.dumps(pythonValue)**

>>> **stringOfJsonData**

'{"isCat": true, "felineIQ": null, "miceCaught": 0, "name": "Zophie" }'

The value can only be one of the following basic Python data types: dictionary, list, integer, float, string, Boolean, or None.

**Project: Fetching Current Weather Data**

Checking the weather seems fairly trivial: Open your web browser, click the address bar, type the URL to a weather website (or search for one and then click the link), wait for the page to load, look past all the ads, and so on.

Actually, there are a lot of boring steps you could skip if you had a program that downloaded the weather forecast for the next few days and printed it as plaintext. This program uses the requests module from Chapter 11 to download data from the Web.

Overall, the program does the following:

* Reads the requested location from the command line.
* Downloads JSON weather data from OpenWeatherMap.org.
* Converts the string of JSON data to a Python data structure.
* Prints the weather for today and the next two days.

So the code will need to do the following:

* Join strings in sys.argv to get the location.
* Call requests.get() to download the weather data.
* Call json.loads() to convert the JSON data to a Python data structure.
* Print the weather forecast.

For this project, open a new file editor window and save it as *quickWeather.py*.

**Step 1: Get Location from the Command Line Argument**

The input for this program will come from the command line. Make *quickWeather.py* look like this:

#! python3

# quickWeather.py - Prints the weather for a location from the command line.

import json, requests, sys

# Compute location from command line arguments.

if len(sys.argv) < 2:

print('Usage: quickWeather.py location')

sys.exit()

location = ' '.join(sys.argv[1:])

# TODO: Download the JSON data from OpenWeatherMap.org's API.

# TODO: Load JSON data into a Python variable.

In Python, command line arguments are stored in the sys.argv list. After the #! shebang line and import statements, the program will check that there is more than one command line argument. (Recall that sys.argv will always have at least one element, sys.argv[0], which contains the Python script’s filename.) If there is only one element in the list, then the user didn’t provide a location on the command line, and a “usage” message will be provided to the user before the program ends.

Command line arguments are split on spaces. The command line argument San Francisco, CA would make sys.argv hold ['quickWeather.py', 'San', 'Francisco,', 'CA']. Therefore, call the join() method to join all the strings except for the first in sys.argv. Store this joined string in a variable named location.

**Step 2: Download the JSON Data**

OpenWeatherMap.org provides real-time weather information in JSON format. Your program simply has to download the page at [*http://api.openweathermap.org/data/2.5/forecast/daily?q=<Location>&cnt=3*](http://api.openweathermap.org/data/2.5/forecast/daily?q=%3CLocation%3E&cnt=3), where *<Location>* is the name of the city whose weather you want. Add the following to *quickWeather.py*.

#! python3

# quickWeather.py - Prints the weather for a location from the command line.

*--snip--*

**# Download the JSON data from OpenWeatherMap.org's API.**

**url ='http://api.openweathermap.org/data/2.5/forecast/daily?q=%s&cnt=3' % (location)**

**response = requests.get(url)**

**response.raise\_for\_status()**

# TODO: Load JSON data into a Python variable.

We have location from our command line arguments. To make the URL we want to access, we use the %s placeholder and insert whatever string is stored in location into that spot in the URL string. We store the result in url and pass url to requests.get(). The requests.get() call returns a Response object, which you can check for errors by calling raise\_for\_status(). If no exception is raised, the downloaded text will be in response.text.

**Step 3: Load JSON Data and Print Weather**

The response.text member variable holds a large string of JSON-formatted data. To convert this to a Python value, call the json.loads() function. The JSON data will look something like this:

{'city': {'coord': {'lat': 37.7771, 'lon': -122.42},

'country': 'United States of America',

'id': '5391959',

'name': 'San Francisco',

'population': 0},

'cnt': 3,

'cod': '200',

'list': [{'clouds': 0,

'deg': 233,

'dt': 1402344000,

'humidity': 58,

'pressure': 1012.23,

'speed': 1.96,

'temp': {'day': 302.29,

'eve': 296.46,

'max': 302.29,

'min': 289.77,

'morn': 294.59,

'night': 289.77},

'weather': [{'description': 'sky is clear',

'icon': '01d',

*--snip--*

You can see this data by passing weatherData to pprint.pprint(). You may want to check [*http://openweathermap.org/*](http://openweathermap.org/) for more documentation on what these fields mean. For example, the online documentation will tell you that the 302.29 after 'day' is the daytime temperature in Kelvin, not Celsius or Fahrenheit.

The weather descriptions you want are after 'main' and 'description'. To neatly print them out, add the following to *quickWeather.py*.

! python3

# quickWeather.py - Prints the weather for a location from the command line.

*--snip--*

**# Load JSON data into a Python variable.**

**weatherData = json.loads(response.text)**

**# Print weather descriptions.**

➊ **w = weatherData['list']**

**print('Current weather in %s:' % (location))**

**print(w[0]['weather'][0]['main'], '-', w[0]['weather'][0]['description'])**

**print()**

**print('Tomorrow:')**

**print(w[1]['weather'][0]['main'], '-', w[1]['weather'][0]['description'])**

**print()**

**print('Day after tomorrow:')**

**print(w[2]['weather'][0]['main'], '-', w[2]['weather'][0]['description'])**

Notice how the code stores weatherData['list'] in the variable w to save you some typing ➊. You use w[0], w[1], and w[2] to retrieve the dictionaries for today, tomorrow, and the day after tomorrow’s weather, respectively. Each of these dictionaries has a 'weather' key, which contains a list value. You’re interested in the first list item, a nested dictionary with several more keys, at index 0. Here, we print the values stored in the 'main' and 'description' keys, separated by a hyphen.

When this program is run with the command line argument quickWeather.py San Francisco, CA, the output looks something like this:

Current weather in San Francisco, CA:

Clear - sky is clear

Tomorrow:

Clouds - few clouds

Day after tomorrow:

Clear - sky is clear

(The weather is one of the reasons I like living in San Francisco!)

**Ideas for Similar Programs**

Accessing weather data can form the basis for many types of programs. You can create similar programs to do the following:

* Collect weather forecasts for several campsites or hiking trails to see which one will have the best weather.
* Schedule a program to regularly check the weather and send you a frost alert if you need to move your plants indoors. ([Chapter 15](https://automatetheboringstuff.com/chapter15) covers scheduling, and [Chapter 16](https://automatetheboringstuff.com/chapter16) explains how to send email.)
* Pull weather data from multiple sites to show all at once, or calculate and show the average of the multiple weather predictions.

**Summary**

CSV and JSON are common plaintext formats for storing data. They are easy for programs to parse while still being human readable, so they are often used for simple spreadsheets or web app data. The csv and json modules greatly simplify the process of reading and writing to CSV and JSON files.

The last few chapters have taught you how to use Python to parse information from a wide variety of file formats. One common task is taking data from a variety of formats and parsing it for the particular information you need. These tasks are often specific to the point that commercial software is not optimally helpful. By writing your own scripts, you can make the computer handle large amounts of data presented in these formats.

In [Chapter 15](https://automatetheboringstuff.com/chapter15), you’ll break away from data formats and learn how to make your programs communicate with you by sending emails and text messages.

**Practice Questions**

|  |  |
| --- | --- |
| Q: | 1. What are some features Excel spreadsheets have that CSV spreadsheets don’t? |
| Q: | 2. What do you pass to csv.reader() and csv.writer() to create Reader and Writer objects? |
| Q: | 3. What modes do File objects for reader and Writer objects need to be opened in? |
| Q: | 4. What method takes a list argument and writes it to a CSV file? |
| Q: | 5. What do the delimiter and lineterminator keyword arguments do? |
| Q: | 6. What function takes a string of JSON data and returns a Python data structure? |
| Q: | 7. What function takes a Python data structure and returns a string of JSON data? |

**Practice Project**

For practice, write a program that does the following.

**Excel-to-CSV Converter**

Excel can save a spreadsheet to a CSV file with a few mouse clicks, but if you had to convert hundreds of Excel files to CSVs, it would take hours of clicking. Using the openpyxl module from [Chapter 12](https://automatetheboringstuff.com/chapter12), write a program that reads all the Excel files in the current working directory and outputs them as CSV files.

A single Excel file might contain multiple sheets; you’ll have to create one CSV file per *sheet*. The filenames of the CSV files should be *<excel filename>\_<sheet title>.csv*, where *<excel filename>* is the filename of the Excel file without the file extension (for example, 'spam\_data', not 'spam\_data.xlsx') and *<sheet title>* is the string from the Worksheet object’s title variable.

This program will involve many nested for loops. The skeleton of the program will look something like this:

for excelFile in os.listdir('.'):

# Skip non-xlsx files, load the workbook object.

for sheetName in wb.get\_sheet\_names():

# Loop through every sheet in the workbook.

sheet = wb.get\_sheet\_by\_name(sheetName)

# Create the CSV filename from the Excel filename and sheet title.

# Create the csv.writer object for this CSV file.

# Loop through every row in the sheet.

for rowNum in range(1, sheet.get\_highest\_row() + 1):

rowData = [] # append each cell to this list

# Loop through each cell in the row.

for colNum in range(1, sheet.get\_highest\_column() + 1):

# Append each cell's data to rowData.

# Write the rowData list to the CSV file.

csvFile.close()

Download the ZIP file *excelSpreadsheets.zip* from [*http://nostarch.com/automatestuff/*](http://nostarch.com/automatestuff/), and unzip the spreadsheets into the same directory as your program. You can use these as the files to test the program on.